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	2. UNIT III
VB .NET
1.  Describe about Visual basic.NET?
This is used in conjunction with Microsoft .NET platform and is a successor to visual basic
sixth version. Visual basic is used in conjunction with.NET Framework. This tool has a serious
defect it is not compatible with Microsoft visual basic sixth version. It has a huge library which
assists programmers.
2. Compare between VB.Net and C#s
.NET Frame work includes two languages which are language to IL compilers and in this C#
and VB.NET are provided. The importance and flexibility of these as better programming
languages is still questionable. Visual basic has been updated and revised to make it object
oriented whereas C# has concepts from many languages such as Delphi, Java, etc and syntax
from C and Java.
3. Write short notes on Data Types with example?
DATATYPE in a programming language describes that what type of data a variable can hold
. When we declare a variable, we have to tell the compiler about what type of the data the
variable can hold or which data type the variable belongs to.
Syntax : Dim VariableName as DataType
VariableName : the variable we declare for hold the values.
DataType : The type of data that the variable can hold
VB.NET sample :
Dim count As Integer
count : is the variable name
Integer : is the data type
Boolean , Integer and String are the Data types in VB .NET
4. What are the Control Statements involved in VB .NET?
IF ELSE and the Loops like For..NEXT , While..END WHILE are the Control
Statements.
5. Write a Simple program to explain the FOR EACH loop in VB.NET
Private Sub Button1_Click(ByVal sender As System.Object,
ByVal e As System.EventArgs) Handles Button1.Click
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	3. Dim siteName As  String
Dim singleChar As Char
siteName = "HTTP://NET-INFORMATIONS.COM"
For Each singleChar In siteName
MsgBox(singleChar)
Next
End Sub
End Class
6. Write about the arithmetic and assignment operators in VB .NET
Arithmetic and Assignment Operators
Operator Operation
+ Addition
- Subtraction
* Multiplication
/ Floating – point division
 Integer division
^ Exponentiation
Mod Modulo division
= Equality
^= Exponentiation assignment
+= Addition assignment
*= Multiplication assignment
-= Subtraction assignment
/= Floating –point division assignment
= Integer division assignment
&= Concatenation and assignment
7. Write about the Comparison operators in VB .NET
Comparison Operators
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	4. Operator Operation
> Greater  than
<= Less than or equal to
>= Greater than or equal to
Like Compares string to pattern
Is Tests to see if obj1 and obj2 refer to
same object
& Concatenation
+ String concatenation
And And
<> Inequality
< Less than
Or Or
Xor Xor
AddressOf Returns address of a given procedure
GetType Returns the type of an object
Not Negative for booleans
8. Define class in VB.NET?
A class is simply an abstract model used to define new data types. A class may contain any
combination of encapsulated data (fields or member variables), operations that can be performed
on the data (methods) and accessors to data (properties).
Namespace Animals
Dog is a class in the namespace Animals
Class Dog
Bark is a function in this Class
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	5. Function Bark()
Console.Writeline ("Dog  is barking")
End Function
End Class
End Namespace
9. What is objects in VB .NET?
A Method is a procedure built into the class. They are a series of statements that are executed
when called. Methods allow us to handle code in a simple and organized fashion. There are two
types of methods in VB .NET: those that return a value (Functions) and those that do not return a
value (Sub Procedures).
10. How are the Fields, Properties, Methods, and Events related to class?
Fields, Properties, Methods, and Events are members of the class. They can be declared
as Public, Private, Protected, Friend or Protected Friend.
Fields and Properties represent information that an object contains. Fields of a class are
like variables and they can be read or set directly. For example, if you have an object named
House, you can store the numbers of rooms in it in a field named Rooms.
Public Class House
Public Rooms as Integer
End Class
11. How do you Create a Write-Only Property
A write-only property is one that defines a Set…End Set block and no Get…End Get
block. You are allowed to place data into this property only at run time, but are unable to retrieve
data from this property.
12. Program to explain Write-Only Property
WriteOnly Property FileName() As String
Set(ByVal Value As String)
mstrFileName = Value
End Set
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	6. End Property
13. Short  notes on Inheritance in VB .NET?
 VB.Net, like C#, Java and contrary to C++, allows only single class inheritance.
Multiple inheritance of classes is not allowed in VB.Net
 The Object class defined in the System namespace is implicitly the ultimate base
class of all the classes in VB.Net (and the .Net framework)
 Interfaces, in VB.Net, can inherit more than one interface. So, multiple inheritance of
interfaces is allowed in VB.Net (again similar to C# and Java). We will see interfaces
in detail in the coming lessons
 Structures in VB.Net, can only inherit (or implement) interfaces and can not be
inherited.
14. Briefly explain the inheritance?
VB.Net uses the Inherits keyword to indicate inheritance. Suppose we have a class named
Student with the following fields; mRegistrationNumber, mName and mDateOfBirth along with
the corresponding properties. The class also has a function called GetAge() which calculates and
returns the age of a Student.
15. Write about operator Overloading
Operator overloading is the ability for you to define procedures for a set of operators on a
given type. This allows you to write more intuitive and more readable code.
16. What are the operators that can be overloaded?
Unary operators:
+ - Not IsTrue IsFalse CType
Binary operators:
+ - * /  & Like Mod And Or Xor
^ << >> = <> > < >= <=
17. What is Interfaces in VB .NET?
Interfaces define the properties, methods, and events that classes can implement. Interfaces
allow you to define features as small groups of closely related properties, methods, and events;
this reduces compatibility problems because you can develop enhanced implementations for your
interfaces without jeopardizing existing code.
18. How will you create a interface?
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	7. Define your interface  by adding code to it that begins with the Interface keyword and the
name of the interface, and ends with the End Interface statement. For example, the following
code defines an interface named Encryption:
Interface Encryption
End Interface
19. Define Arrays in VB.NET with example
Arrays are using for store similar data types grouping as a single unit. We can access Array
elements by its numeric index.
Dim week(6) As String
20. Write a program to Swap elements in an array
Public Class Tester
Public Shared Sub Main
Dim result As New System.Text.StringBuilder
Dim arraySwap() As String = {"A", "B", "C", "D", "E"}
Swap(arraySwap, 1, 3)
For Each fruit As String In arraySwap
Console.WriteLine(fruit)
Next fruit
End Sub
Public Shared Sub Swap(ByRef swapArray() As Object, _
ByVal first As Integer, ByVal second As Integer)
Dim tempObject As Object
tempObject = swapArray(first)
swapArray(first) = swapArray(second)
swapArray(second) = tempObject
End Sub
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	8. End Class
21. Write  a program for Substring
Module Module1
Sub Main()
' The string you are searching
Dim s As String = "Visual Basic rocks"
' Find index of uppercase letter 'B'
Dim i As Integer = s.IndexOf("B")
' This new string contains the substring starting at B
Dim part As String = s.Substring(i)
Console.WriteLine(part)
Console.ReadLine()
End Sub
End Module
22. Write a program for IndexOf?
Module Module1
Sub Main()
' The input string you are using
Dim s As String = "Darth Vader has pulmonary problems."
' Does the string contain "Vader"?
If (s.IndexOf("Vader") <> -1) Then
Console.Write("string contains 'Vader'")
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	9. End If
' Finished
Console.ReadLine()
End  Sub
End Module
23. What are strings in VB .NET?
The String data type comes from the System.String class . The String type represents a
string of Unicode Characters . The String class is a sealed class , so you cannot inherit another
class from the String class.
24. How are the Regular Expressions written in VB .NET?
The regex classes are located in the namespace System.Text.RegularExpressions. To
make them available, place Imports System.Text.RegularExpressions at the start of your source
code.
25. Write a Program for Every word replaced by another word
Imports System.Text.RegularExpressions
Public Class Tester
Public Shared Sub Main
Console.WriteLine(Regex.Replace("This sentence ends in 5 stars *****", "w+", "word"))
End Sub
End Class
Implicit and Explicit Conversions
26. What are the Implicit Type Conversions?
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	10. Implicit Conversion perform  automatically in VB.NET, that is the compiler is taking care
of the conversion.The following example.
 Dim iDbl As Double
 Dim iInt As Integer
 iDbl = 9.123
 MsgBox("The value of iDbl is " iDbl)
 iInt = iDbl
 MsgBox("The value of iInt is " iInt)
27. Write about FOR NEXT Loop
The FOR NEXT Loop , execute the loop body (the source code within For ..Next code
block) to a fixed number of times.
For var=[startValue] To [endValue] [Step]
[loopBody]
Next [var]
var : The counter for the loop to repeat the steps.
starValue : The starting value assign to counter variable .
endValue : When the counter variable reach end value the Loop will stop .
loopBody : The source code between loop body
28. Example for Functions?
Imports System.Console
Module Module1
Sub Main()
Write("Sum is" & " " & Add())
'calling the function
End Sub
Public Function Add() As Integer
'declaring a function add
Dim i, j As Integer
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	11. End Module
'declaring two  integers and assigning values to them
i = 10
j = 20
Return (i + j)
'performing the sum of two integers and returning its value
End Function
29. What are the method variable?
Variables declared within methods are called method variables. They have method scope
which means that once the method is executed they are destroyed and their memory is reclaimed.
30. Why you want to only expose properties through a Property statement?
•We can create a read-only or write-only property, as opposed to a Public variable, which will
always be read-write.
•We can add error handling within a Property statement to check for invalid values being set. We
can't check for invalid values when setting a Public variable because there is no code that runs in
response to setting a Public variable.
•We can expose calculated values as properties even if they are not stored as actual data within
the class. An example of this is a Length property. We probably don't want to store the length of
a line of text, as it could change.
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	12. UNIT III
1. Write  about the data types in VB .NET?
DATATYPE in a programming language describes that what type of data a variable can
hold When we declare a variable, we have to tell the compiler about what type of the data the
variable can hold or which data type the variable belongs to.
Syntax : Dim VariableName as DataType
VariableName : the variable we declare for hold the values.
DataType : The type of data that the variable can hold
VB.NET sample :
Dim count As Integer
count : is the variable name
Integer : is the data type
The above example shows , declare a variable 'count' for holding integer values.
In the variable count we can hold the integer values in the range of -2,147,483,648 to
+2,147,483,647.
The following are some of commonly using data types in vb.net.
Boolean
Boolean variables are stored 16 bit numbers and it can hold only True or false.
VB.NET Runtime type : System.Boolean
VB.NET declaration : dim check as Boolean
VB.NET Initialization : check = false
VB.NET default initialization value : false
Integer
Integer variables are stored signed 32 bit integer values in the range of -2,147,483,648 to
+2,147,483,647
VB.NET Runtime type : System.Int32
VB.NET declaration : dim count as Integer
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	13. VB.NET Initialization :  count = 100
VB.NET default initialization value : 0
String
String variables are stored any number of alphabetic, numerical, and special characters . Its
range from 0 to approximately 2 billion Unicode characters.
VB.NET Runtime type : System.String
VB.NET declaration : Dim str As String
VB.NET Initialization : str = "String Test"
VB.NET default initialization value : Nothing
In VisualBasic.Net we can convert a datatype in two ways. Implicit Conversion and Explicit
conversion . Also we can convert a type value to a reference and reference value to a type value.
These are called Boxing and unBoxing . Boxing referes value type to reference type and
unboxing , reference type ot value type.
Public Class Form1
Private Sub Button1_Click(ByVal sender As System.Object,
ByVal e As System.EventArgs) Handles Button1.Click
Dim check As Boolean
check = True
MsgBox("The value assigned for check is : " & check)
Dim count As Integer
count = 100
MsgBox("The value holding count is : " & count)
Dim str As String
str = "String test "
MsgBox("The value holding str is : " & str)
End Sub
End Class
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	14. 2. Write about  Control Statements
In the following sections you can see in detail how to use the Conditional Statement like IF
ELSE and the Loops like For..NEXT , While..END WHILE.
The conditional statement IF ELSE , is use for examining the conditions that we provided,
and making decision based on that contition. The conditional statement examining the data using
comparison operators as well as logical operators.
If [your condition here]
Your code here
Else
Your code Here
End If
If the contition is TRUE then the control goes to between IF and Else block , that is the
program will execute the code between IF and ELSE statements.
If the contition is FLASE then the control goes to between ELSE and END IF block , that is
the program will execute the code between ELSE and END IF statements.
If you want o check more than one condition at the same time , you can use ElseIf .
If [your condition here]
Your code here
ElseIf [your condition here]
Your code here
ElseIf [your condition here]
Your code here
Else
Your code Here
End If
Just take a real-time example - When we want to analyze a mark lists we have to apply some
conditions for grading students depends on the marks.
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	15. Following are the  garding rule of the mark list:
1) If the marks is greater than 80 then the student get higher first class
2) If the marks less than 80 and greater than 60 then the student get first class
3) If the marks less than 60 and greater than 40 then the student get second class
4) The last condition is , if the marks less than 40 then the student fail.
Now here implementing these conditions in a VB.NET program.
1. If totalMarks >= 80 Then
2. MsgBox("Got Higher First Class ")
3. ElseIf totalMarks >= 60 Then
4. MsgBox("Got First Class ")
5. ElseIf totalMarks >= 40 Then
6. MsgBox("Just pass only")
7. Else
8. MsgBox("Failed")
9. End If
FOR NEXT loop in vb.net
The FOR NEXT Loop , execute the loop body (the source code within For ..Next code
block) to a fixed number of times.
For var=[startValue] To [endValue] [Step]
[loopBody]
Next [var]
var : The counter for the loop to repeat the steps.
starValue : The starting value assign to counter variable .
endValue : When the counter variable reach end value the Loop will stop .
loopBody : The source code between loop body
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	16. Lets take a  simple real time example , If you want to show a messagebox 5 times and each time
you want to see how many times the message box shows.
1. startVal=1
2. endVal = 5
3. For var = startVal To endVal
4. show message
5. Next var
Line 1: Loop starts value from 1
Line 2: Loop will end when it reach 5
Line 3: Assign the starting value to var and inform to stop when the var reach endVal
Line 4: Execute the loop body
Line 5: Taking next step , if the counter not reach the endVal
VB.NET Source Code
Public Class Form1
Private Sub Button1_Click(ByVal sender As System.Object,
ByVal e As System.EventArgs) Handles Button1.Click
Dim var As Integer
Dim startVal As Integer
Dim endVal As Integer
startVal = 1
endVal = 5
For var = startVal To endVal
MsgBox("Message Box Shows " & var & " Times ")
Next var
End Sub
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	17. End Class
When you  execute this program , It will show messagebox five time and each time it
shows the counter value.If you want to Exit from FOR NEXT Loop even before completing the
loop Visual Basic.NET provides a keyword Exit to use within the loop body.
For var=startValue To endValue [Step]
[loopBody]
Contition
[Exit For]
Next [var]
FOR EACH loop in VB.NET
FOR EACH Loop usually using when you are in a situation to execute every single
element or item in a group (like every single element in an Array, or every single files in a folder
or , every character in a String ) , in these type of situation you can use For Each loop.
For Each [Item] In [Group]
[loopBody]
Next [Item]
Item : The Item in the group
Group : The group containing items
LoopBody : The code you want to execute within For Each Loop
Let's take a real time example , if you want to display the each character in the website name
"HTTP://NET-INFORMATIONS.COM" , it is convenient to use For Each Loop.
1. siteName = "HTTP://NET-INFORMATIONS.COM"
2. For Each singleChar In siteName
3.MsgBox(singleChar)
4. Next
Line 1: Assigning the site name in a variable
Line 2: This line is extracting the single item from the group
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	18. Line 3: Loop  body
Line 4: Taking the next step
Public Class Form1
Private Sub Button1_Click(ByVal sender As System.Object,
ByVal e As System.EventArgs) Handles Button1.Click
Dim siteName As String
Dim singleChar As Char
siteName = "HTTP://NET-INFORMATIONS.COM"
For Each singleChar In siteName
MsgBox(singleChar)
Next
End Sub
End Class
While ..End While
While .. End While Loop execute the code body (the source code within While and End while
statements ) until it meets the specified condition.
While [condition]
[loop body]
End While
Condition : The condition set by the user
1. counter = 1
2. While (counter <= 10)
3. Message
4. counter = counter + 1
5. End While
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	19. Line 1: Counter  start from 1
Line 2: While loop checking the counter if it is less than or equal to 10
Line 3: Each time the Loop execute the message and show
Line 4: Counter increment the value of 1 each time the loop execute
Line 5: End of the While End While Loop body
3. Explain briefly about the operators?
Arithmetic and Assignment Operators
Operator Operation
+ Addition
- Subtraction
* Multiplication
/ Floating – point division
 Integer division
^ Exponentiation
Mod Modulo division
= Equality
^= Exponentiation assignment
+= Addition assignment
*= Multiplication assignment
-= Subtraction assignment
/= Floating –point division assignment
= Integer division assignment
&= Concatenation and
assignment
Comparison Operators
Operator Operation
> Greater than
<= Less than or equal to
>= Greater than or equal to
Like Compares string to pattern
Is Tests to see if obj1 and obj2 refer
to same object
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	20. & Concatenation
+ String  concatenation
And And
<> Inequality
< Less than
Or Or
Xor Xor
AddressOf Returns address of a given
procedure
GetType Returns the type of an object
Not Negative for booleans
4. Write about Classes in VB .NET?
Visual Basic .NET is Object-Oriented. Everything we do in Visual Basic involves objects in
some way or other and everything is based on the Object class. Controls, Forms, Modules, etc
are all types of classes. Visual Basic .NET comes with thousands of built-in classes which are
ready to be used.
A Class is a definition of a real life object. For example, Human is a class for representing all
human beings. Dog is a class to represent all Dogs. Classes can contain functions too. Animals is
a namespace.
Namespace Animals
Dog is a class in the namespace Animals
Class Dog
Bark is a function in this Class
Function Bark()
Console.Writeline ("Dog is barking")
End Function
End Class
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	21. End Namespace
A class  is simply an abstract model used to define new data types. A class may contain any
combination of encapsulated data (fields or member variables), operations that can be performed
on the data (methods) and accessors to data (properties). For example, there is a class String in
the System namespace of .Net Framework Class Library (FCL). This class contains an array of
characters (data) and provide different operations (methods) that can be applied to its data like
ToLowerCase(), Trim(), Substring(), etc. It also has some properties like Length (used to find the
length of the string).
Classes are types and Objects are instances of the Class. Classes and Objects are very much
related to each other. Without objects we can't use a class. In Visual Basic we create a class with
the Class statement and end it with End Class. The Syntax for a Class looks as follows:
Public Class Test
----- Variables
-----Methods
-----Properties
-----Events
End Class
The above syntax created a class named Test. To create a object for this class we use the new
keyword and that looks like this: Dim obj as new Test(). The following code shows how to
create a Class and access the class with an Object. Open a Console Application and place the
following code in it.
Module Module1
Imports System.Console
Sub Main()
Dim obj As New Test()
'creating a object obj for Test class
obj.disp()
'calling the disp method using obj
Read()
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	22. End Sub
End Module
Public  Class Test
'creating a class named Test
Sub disp()
'a method named disp in the class
Write("Welcome to OOP")
End Sub
End Class
5. Short notes on methods
A Method is a procedure built into the class. They are a series of statements that are
executed when called. Methods allow us to handle code in a simple and organized fashion. There
are two types of methods in VB .NET: those that return a value (Functions) and those that do not
return a value (Sub Procedures). Both of them are discussed below.
Sub Procedures
Sub procedures are methods which do not return a value. Each time when the Sub
procedure is called the statements within it are executed until the matching End Sub is
encountered. Sub Main(), the starting point of the program itself is a sub procedure. When the
application starts execution, control is transferred to Main Sub procedure automatically which is
called by default.
Example of a Sub Procedure
Module Module1
Sub Main()
'sub procedure Main() is called by default
Display()
'sub procedure display() which we are creating
End Sub
Sub Display()
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	23. Functions
System.Console.WriteLine("Using Sub Procedures")
'executing  sub procedure Display()
End Sub
End Module
Function is a method which returns a value. Functions are used to evaluate data, make
calculations or to transform data. Declaring a Function is similar to declaring a Sub procedure.
Functions are declared with the Function keyword. The following code is an example on
Functions:
Imports System.Console
Module Module1
Sub Main()
Write("Sum is" & " " & Add())
'calling the function
End Sub
Public Function Add() As Integer
'declaring a function add
Dim i, j As Integer
'declaring two integers and assigning values to them
i = 10
j = 20
Return (i + j)
'performing the sum of two integers and returning it's value
End Function
End Module
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	24. Calling Methods
A method  is not executed until it is called. A method is called by referencing it's name
along with any required parameters. For example, the above code called the Add method in Sub
main like this:
Write("Sum is" & " " & Add()).
Method Variables
Variables declared within methods are called method variables. They have method scope
which means that once the method is executed they are destroyed and their memory is reclaimed.
For example, from the above code (Functions) the Add method declared two integer variables i,
j. Those two variables are accessible only within the method and not from outside the method.
Parameters
A parameter is an argument that is passed to the method by the method that calls it.
Parameters are enclosed in parentheses after the method name in the method declaration. You
must specify types for these parameters. The general form of a method with parameters looks
like this:
Public Function Add(ByVal x1 as Integer, ByVal y1 as Integer)
------------
Implementation
------------
End Function
6. Write about Fields and Properties in VB .NET
Creating Properties
To create a property within a class, you can either create a field (ie. a Public variable), or
you can create a Private variable and expose the Private variable using a Property statement.
There are several reasons why you want to only expose properties through a Property statement.
•We can create a read-only or write-only property, as opposed to a Public variable, which will
always be read-write.
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	25. •We can add  error handling within a Property statement to check for invalid values being set. We
can't check for invalid values when setting a Public variable because there is no code that runs in
response to setting a Public variable.
•We can expose calculated values as properties even if they are not stored as actual data within
the class. An example of this is a Length property. We probably don't want to store the length of
a line of text, as it could change.
We will now create two properties named Line and Length for the Line class. We will
first create a private variable to hold the line of data that you store within the class. Next, we will
create the Property statements for these two new properties. Modify the class in your project so it
looks like the code shown below.
Public Class Line
Private mstrLine As String
Property Line() As String
Get
Return mstrLine
End Get
Set(ByVal Value As String)
mstrLine = Value
End Set
End Property
ReadOnly Property Length() As Integer
Get
Return mstrLine.Length
End Get
End Property
End Class
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	26. The syntax for  creating a property is fairly simple, but quite different from what we did in
Visual Basic 6.0. You first use the keyword Property, followed by a name of the property, and
then the type of data this property will return or set. To return the data contained in the private
variable mstrLine, you use the Get…End Get block. This block is like the old Property Get
function in Visual Basic 6.0. This block of code executes any code between the Get…End Get
block and returns a string value. In Visual Basic .NET, we can use the Return statement to return
data.
The Set…End Set block is like the old Property Let procedure you used in Visual Basic 6.0.
This block accepts a parameter named Value. Value is the default name that is automatically
created for you by Visual Studio. You can change it if you want. You can take the value passed
to this Set block and place it into your private variable. This is the point where you can place any
error handling code you wish. For example, you might check to make sure that the data passed to
the Value parameter is not filled in with a word like Test. If a junk word is passed in, you might
choose to raise an error that this is not a valid value for this property.
Read-Only Properties
In the code above, you also created a read only property by using the ReadOnly keyword
in front of the Property statement. When you use this keyword, Visual Studio .NET adds a
Get…End Get block to the Property statement. In fact, if you try to add a Set…End Set block,
you will receive a compiler error. If you wanted to create a read-only property in Visual Basic
6.0, you did not create the Property Let procedure, but no error was generated if you left it off.
You just were unable to set the property at run time.
Create a Write-Only Property
A write-only property is one that defines a Set…End Set block and no Get…End Get
block. You are allowed to place data into this property only at run time, but are unable to retrieve
data from this property.
If you wanted to extend this Line class to be able to read the line of text in from a file on disk,
you might pass the file name to this class. You could accomplish this by using a write-only
property. Here is an example of what a write-only property might look like.
WriteOnly Property FileName() As String
Set(ByVal Value As String)
mstrFileName = Value
End Set
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	27. End Property
7. Write  about Inheritance in VB .NET
VB.Net uses the Inherits keyword to indicate inheritance. Suppose we have a class named
Student with the following fields; mRegistrationNumber, mName and mDateOfBirth along with
the corresponding properties. The class also has a function called GetAge() which calculates and
returns the age of a Student.
Example
Class Student
' private Fields
Private mRegistrationNumber As Integer
Private mName As String Private mDateOfBirth As DateTime
' Student Constructor
Public Sub New()
Console.WriteLine("New student created. " & "Parameter less constructor called...")
End Sub
Public Sub New(ByVal pRegistrationNumber As Integer, _ ByVal pName As String, _ ByVal
pDateOfBirth As DateTime)
mRegistrationNumber = pRegistrationNumber mName = pName mDateOfBirth = pDateOfBirth
Console.WriteLine("New Student Created. " & "Parameterized constructor called...")
End Sub
' public Properties
Public ReadOnly Property RegisterationNumber() As Integer
Get Return mRegistrationNumber
End Get
End Property
Public Property Name() As String
Get
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	28. Return Name
End Get
Set(ByVal  Value As String)
Name = Value
End Set
End Property
Public Property DateOfBirth() As DateTime
Get
Return DateOfBirth
End Get
Set(ByVal Value As DateTime)
DateOfBirth = Value
End Set
End Property
' public Function
Public Function GetAge() As Integer
Dim age As Integer = DateTime.Now.Year - DateOfBirth.Year
Return age
End Function
End Class
The Student class above is very simple. We have defined three Private fields, their
accessor properties and one function to calculate the age of a student. We have defined two
constructors: the first one takes no parameters and the other takes the values of three parameters.
Note that we have only defined the Get property of mRegistrationNumber since we don't want
the user of the Student class to change the mRegistrationNumber once it is assigned through
constructor. Also, note that we did not make GetAge() a property but a function. The reason for
this is that properties are generally supposed to be accessors for getting/setting values of fields
and not for calculating/processing data. Hence, it makes sense to declare GetAge() as a function.
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	29. Let us declare  another class named SchoolStudent that inherits the Student class but with
additional members such as marks of different subjects and methods for calculating total marks
and percentages.
Class SchoolStudent Inherits Student ' Private Fields Private mTotalMarks As Integer
Private mTotalObtainedMarks As Integer Private mPercentage As Double ' Public Constructors
Public Sub New() Console.WriteLine("New school student created. " & "Parameter less
constructor called...") End Sub Public Sub New(ByVal pRegNum As Integer, _ ByVal pName
As String, _ ByVal pDob As DateTime, _ ByVal pTotalMarks As Integer, _ ByVal
pTotalObtainedMarks As Integer) ' call to base class constructor MyBase.New(pRegNum,
pName, pDob) mTotalMarks = pTotalMarks mTotalObtainedMarks = pTotalObtainedMarks
Console.WriteLine("New school student is created. " & "Parameterized constructor called...")
End Sub ' Public Properties Public Property TotalMarks() As Integer Get Return mTotalMarks
End Get Set(ByVal Value As Integer) mTotalMarks = Value End Set End Property Public
Property TotalObtainedMarks() As Integer Get Return mTotalObtainedMarks End Get
Set(ByVal Value As Integer) mTotalObtainedMarks = Value End Set End Property ' Public
Function Public Function GetPercentage() As Double mPercentage = TotalObtainedMarks /
TotalMarks * 100 Return mPercentage End Function End Class
Our SchoolStudent class inherits Student class by using the Inherits keyword
Class SchoolStudent Inherits Student
The SchoolStudent class inherits all the members of the Student class. In addition, it also
declares its own members: three private fields (mTotalMarks, mTotalObtainedMarks and
mPercentage) with their corresponding properties, two constructors (a parameter less one and a
parameterized one) and one instance the function (GetPercentage()). For now, forget about the
second (parameterized) constructor of our SchoolStudent class. Lets make our Test Module and
Main() method.
' program to demonstrate inheritance Module Test Public Sub Main() Dim st As New Student(1,
"Fraz", New DateTime(1980, 12, 19)) Console.WriteLine("Age of student, {0}, is {1}" &
vbCrLf, _ st.Name, st.GetAge()) Dim schStd = New SchoolStudent() schStd.Name = "Newton"
schStd.DateOfBirth = New DateTime(1981, 4, 1) schStd.TotalMarks = 500
schStd.TotalObtainedMarks = 476 Console.WriteLine("Age of student, {0}, is {1}. {0} got
{2}% marks.", _ schStd.Name, schStd.GetAge(), schStd.GetPercentage()) End Sub End Module
In the Main() method, first we made an object of the Student class (st) and printed the
name and age of a Student st. Next, we made an object of the SchoolStudent class (schStd).
Since, we used parameter less constructor to instantiate schStd, we set the values of its fields
through properties and then printed the name, age and percentage of SchoolStudent (schStd).
Note that we are able to access the properties Name and DateOfBirth (defined in Student class)
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	30. because our SchoolStudent  class is inherited from the Student class, thus inheriting the public
properties too. When we execute the above program, we get the following output
New Student Created. Parameterized constructor called...
Age of student, Fraz, is 24
New student created. Parameter less constructor called...
New school student created. Parameter less constructor called...
Age of student, Newton, is 23. Newton got 95.2% marks.
Press any key to continue
The output of the first two lines is as expected. But, notice the output when we create the
SchoolStudent object. First, the parameter less constructor of Student is called and then the
constructor of SchoolStudent is called.
New student created. Parameter less constructor called...
New school student created. Parameter less constructor called...
8. Short Notes on Polymorphism
Polymorphism is the ability for classes to provide different implementations of methods that
are called by the same name. Polymorphism allows a method of a class to be called without
regard to what specific implementation it provides.
It is said that there are three stages when learning an object oriented programming language
 The first phase is when a programmer uses non-object oriented constructs (like
For...Next, If...Then...Else, Select...Case) of an object oriented programming
language.
 The second phase is when a programmer writes classes, inherits them and make their
objects…
 The third phase is when a programmer uses polymorphism to achieve late binding.
Before getting into the details of polymorphism, we need to understand that the reference
of a base type can hold the object of a derived type. Class A can be inherited by a class B.
Class A Public Sub MethodA() Console.WriteLine("MethodA called...") End Sub End Class
Class B Inherits A Public Sub MethodB() Console.WriteLine("MethodB called...") End Sub End
Class
then it is legal to write
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	31. Dim aObj As  A ' type of reference aObj is A aObj = New B() ' aObj refers an Object of B
Here a reference of type A. It's holding the object of type B. In this case we are treating
the object of type B as an object of type A (which is quite possible as B is a sub-type of A). Now,
it is possible to write
aObj.MethodA()
but it is in-correct to write
a.MethodB() ' error
Although we have the object of type B (contained in the reference of type A), we can not
access any members of type B as the apparent type of the reference is A and not B.
Using the methods of same name in the Base and the Sub-class In our Shape class, we
can define a method named Draw() that draws the shape on the screen
Class Shape Public Sub Draw() Console.WriteLine("Drawing Shape...") End Sub End Class
We inherit another class Circle from the Shape class, which also contains a method called
Draw()
Class Circle Inherits Shape Public Sub Draw() Console.WriteLine("Drawing Circle...") End Sub
End Class
Here, we have the Draw() method with the same signature in both the Shape and the
Circle classes. If we place the following in the Main() method
Public Sub Main() Dim theCircle As New Circle() theCircle.Draw() End Sub
The Circle's Draw() method is called and the program will (expectedly) display
Drawing Circle...
Note that the compiler will give a warning that Draw() in Circle conflicts the inherited
Draw() method of the Shape class. If we write in our Main() method
Dim theShape As Shape theShape = New Circle() theShape.Draw()
Shape's Draw() method is called and the program will display
Drawing Shape...
Overriding the methods - The Overridable and the Overrides keywords
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	32. If we want  to override the Draw() method of the Shape class in the Circle class, we have
to mark the Draw() method in the Shape (base) class as Overridable and the Draw() method in
the Circle (sub) class as Overrides.
Class Shape Public Overridable Sub Draw() Console.WriteLine("Drawing Shape...") End
Sub End Class Class Circle Inherits Shape Public Overrides Sub Draw()
Console.WriteLine("Drawing Circle...") End Sub End Class
Now, if we write in our Main() method
Public Sub Main() Dim theShape As Shape theShape = New Circle() theShape.Draw() End Sub
We used the reference of the base type (Shape) to refer an object of the sub type (Circle)
and called the Draw() method through it.As we have overridden the Draw() method of Shape in
the Circle class and the Draw() method is marked Overridable in Shape. The compiler will no
longer see the apparent (or reference) type to call the method (static, early or compile time object
binding). Rather, it will apply "dynamic, late or runtime object binding" and will see the object
type at 'runtime' to decide which Draw() method, it should call. This procedure is called
polymorphism, where we have different implementations of a method with the same name and
signature in the base and sub-classes. When such a method is called using a base-type reference,
the Common Language Runtime (CLR) uses the actual object type referenced by the base type
reference to decide which of the methods to call. When we compile and execute the above
program, it will result are as
Drawing Circle...
Although, we called the Draw() method using the reference of the Shape type, the CLR
will consider the object held by the theShape reference and called the Draw() method of Circle
class.
We mark the method in the base class which we want to achieve polymorphism as
Overridable. By marking a method as Overridable we allow a method to be overridden and be
used polymorphically. In the same way we mark the method in a sub-class as Overrides when it
is overriding the virtual method in the base class.
9. Explain in detail about Operator Overloading in VB .NET
Operator overloading is the ability for you to define procedures for a set of operators on a
given type. This allows you to write more intuitive and more readable code. The operators that
can be defined on your class or structure are as follows:
Unary operators:
+ - Not IsTrue IsFalse CType
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	33. Binary operators:
+ -  * /  & Like Mod And Or Xor
^ << >> = <> > < >= <=
There are some caveats. First, only the operators listed above can be overloaded. In
particular, you can't overload member access, method invocation, or the AndAlso, OrElse, New,
TypeOf... Is, Is, IsNot, AddressOf, GetType, and AsType operators. Note that assignment itself
(=) is a statement, so you can't overload it either. Secondly, operator overloading cannot be used
to change to order in which operators are executed on a given line. For example, multiplication
will always happen before addition, unless parentheses are used appropriately.
We don't have to provide overloaded operators on a class or structure if you don't need them,
and overloading any particular operator does not usually require we to overload any other
operators. It is perfectly acceptable for you to overload only (for example) the addition operator
without overloading the subtraction operator. There are, however, some exceptions. You do
generally need to overload the logical operators in pairs. These paired cases include = and <>, >
and <, >=, and <=, and IsTrue and IsFalse. For each pair, if you define one, you must define the
other, so as to properly account for logical negation in expressions.
We declare an operator overload method in a similar fashion to the way you'd declare any
other Visual Basic method. However, instead of "Function" or "Sub," we will be using the
"Operator" keyword in the declaration. The name of the method is simply (and always) the
operator that is being overloaded. For example, the declaration in Code Block 1 declares an
operator overloading for the "" (integer division operator).
' Code Block 1
Public Shared Operator (P As MyType, Q As MyType) As MyType
End Operator
Note that overloaded operators are always shared methods that always return a value, though
the return value need not be of the same type as the types on which the operation is performed.
Another thing to note is that we need to define the operator in such a way that either an argument
to it or the return type from it (or both) is the same type as the class that defines it. We
overloaded operators must furthermore use the "Return" keyword to return their results, and they
do not support an "Exit" statement.
Operator Overloading Uses
There are many ways to use overloading operators and samples of them are covered in
following sections.
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	34. Defining Complex Data  Types
Suppose that we're creating a math library that involves the use complex numbers. We
might use a class such as that below
Class ComplexNumber
Public Sub New(ByVal real As Double, ByVal imaginary As Double)
x = real
y = imaginary
End Sub
Public Overrides Function ToString() As String
Dim s As String
If y >= 0 Then
s = x & " + " & y & "i"
Else
s = x & " - " & -1*y & "i"
End If
Return s
End Function
Public Property Real() As Double
Get
Return x
End Get
Set(ByVal Value As Double)
x = Value
End Set
End Property
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	35. Public Property Imaginary()  As Double
Get
Return y
End Get
Set(ByVal Value As Double)
y = Value
End Set
End Property
Private x As Double = 0.0
Private y As Double = 0.0
End Class
Implicit Operator Overloading
There are certain instances where it is not necessary for you to overload operators,
because the language already handles it for you:
Delegates: It's not necessary to overload "=" and "<>" operators for delegates; these
operations are implicit in Visual Basic. Two delegate instances are equal either if they are both
Nothing, or if they both refer to precisely the same method(s).
AndAlso/OrElse: These operators cannot be overloaded because they make use of
whatever the user has defined for "And" and "Or." When used on a type that defines such
overloading, both the return type and operand type must match, and the IsTrue/IsFalse pair must
also be defined so that the Also/Else logic can be executed.
Debugging Overloaded Operators
We can place breakpoints within overloaded operators and debug them as if they were
any other procedure. You can also use the operators in the immediate window, as if they were in
code, such as in the following case that assumes the existence of the overloaded addition
operator listed in Code Block 6:
? a + b
5.4 – 7.6i
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	36. Cross-Language Support for  Operator Overloading
Other Visual Studio languages built on the .NET platform support operator overloading,
so the overloaded operators that you create in your Visual Basic libraries are accessible from
Visual C#, for example. Of course, operators are subject to normal accessibility rules, so if you
don't want to expose the operators externally, you can always declare them (or the objects that
define them) as protected or private, depending on the situation.
10. Write about Interfaces?
Interfaces define the properties, methods, and events that classes can implement. Interfaces
allow you to define features as small groups of closely related properties, methods, and events;
this reduces compatibility problems because you can develop enhanced implementations for your
interfaces without jeopardizing existing code. You can add new features at any time by
developing additional interfaces and implementations.
Versions of Visual Basic prior to Visual Basic .NET could consume interfaces but not create
them directly. Visual Basic .NET introduces the Interface statement, which allows you to define
true interfaces as distinct entities from classes, and to implement them with an improved version
of the Implements keyword.
Interface definitions are enclosed within the Interface and End Interface statements.
Following the Interface statement, you can add an optional Inherits statement that lists one or
more inherited interfaces. The Inherits statements must precede all other statements in the
declaration except comments. The remaining statements in the interface definition should be
Event, Sub, Function, and Property statements. Interfaces cannot contain any implementation
code or statements associated with implementation code, such as End Sub or End Property.
Interface statements are public by default, but they can also be explicitly declared as Public,
Friend, Protected, or Private.
The only valid modifiers for Sub, Function, or Property statements declared in an interface
definition are the Overloads and Default keywords. None of the other modifiers — Public,
Private, Friend, Protected, Shared, Static, Overrides, MustOverride, or Overridable — are
allowed.
Declares the name of an interface, as well as the properties, methods and events that
comprise the interface.
[ <attrlist> ] [ Public | Private | Protected | Friend | Protected Friend ] _
[ Shadows ] Interface name
[ Inherits interfacename[, interfacename ]]
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	37. [ [ Default  ] Property proname ]
[ Function memberame ]
[ Sub memberame ]
[ Event memberame ]
End Interface
This example uses the Interface statement to define a MyInterface interface, which must be
implemented with a Property statement and a Function statement.
Public Interface MyInterface
Property MyProp(ByVal MyStr As String)
Function MyFunc(ByVal MyInt As Integer) As Integer
End Interface
To create an interface
Define your interface by adding code to it that begins with the Interface keyword and the
name of the interface, and ends with the End Interface statement. For example, the following
code defines an interface named Encryption:
Interface Encryption
End Interface
Add statements that define the properties, methods, and events your interface supports.
For example, the following code defines two methods, a property, and an event:
Interface Encryption
Function Encrypt(ByVal estring As String) As String
Function Decrypt(ByVal dstring As String) As String
Property EncryptionBits() As Integer
Event FinishedDecoding(ByVal RetVal As Integer)
End Interface
To implement an interface
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	38. If the interface  you are implementing is not part of your project, add a reference to the
assembly containing the interface.Create a new class that implements your interface, and include
the Implements keyword in the line following the class name. For example, to implement the
Encryption interface using Xor encryption, you could name the implementation class XorEnc, as
in the following code:
Class XorEnc
Implements Encryption
End Class
Add procedures to implement the properties, methods, and events of the class as in the
following code, which builds on the example in the previous step:
Class XorEnc
Implements Encryption
Event FinishedDecoding(ByVal RetVal As Integer) _
Implements Encryption.FinishedDecoding
Function Encrypt(ByVal estring As String) _
As String Implements Encryption.Encrypt
' Place code to perform Xor encryption here.
End Function
Function Decrypt(ByVal dstring As String) _
As String Implements Encryption.Decrypt
' Place code to perform Xor decryption here.
End Function
Property EncryptionBits() As Integer _
Implements Encryption.EncryptionBits
Get
'Place code to return the value of this property here.
End Get
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	39. Set
'Place code to  set this property here.
End Set
End Property
End Class
11. Write about Arrays in VB .NET?
Arrays are using for store similar data types grouping as a single unit. We can access Array
elements by its numeric index.
Dim week(6) As String
The above Vb.Net statements means that , an Array named as week declared as a String type
and it can have the capability of seven String type values.
week(0) = "Sunday"
week(1) = "Monday"
In the above statement , we initialize the values to the String Array. week(0) = "Sunday"
means , we initialize the first value of Array as "Sunday" ,
Dim weekName as String = week(1)
We can access the Arrays elements by providing its numerical index, the above statement
we access the second value from the week Array.
In the following program , we declare an Array "week" capability of seven String values and
assigns the seven values as days in a week . Next step is to retrieve the elements of the Array
using a For loop. For finding the end of an Array we used the Length function of Array Object.
Public Class Form1
Private Sub Button1_Click(ByVal sender As System.Object, _
ByVal e As System.EventArgs) Handles Button1.Click
Dim i As Integer
Dim week(6) As String
week(0) = "Sunday"
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	40. week(1) = "Monday"
week(2)  = "Tuesday"
week(3) = "Wednesday"
week(4) = "Thursday"
week(5) = "Friday"
week(6) = "Saturday"
For i = 0 To week.Length - 1
MsgBox(week(i))
Next
End Sub
End Class
When you execute this program you will get the Days in a Week .
12. What are Indexers ?
We have a String Dim in VB.NET and want to quickly find the index of a string or character
in it. Use the ideal IndexOf String Function for this, which is available in the .NET Framework's
base class library. Here we see several examples and tips regarding IndexOf in Visual Basic, first
looking at finding strings and characters, and then using loops.
Use IndexOf
First, here we see how you can locate the first index of a String in a source String. The
example has an input String, and we search for the location of "Vader" with the IndexOf
function. If the string is not found, the result is -1.
Program that uses IndexOf [VB.NET]
Module Module1
Sub Main()
' The input string you are using
Downloaded by jorge ulises legorreta carrera (legorretacarrerajorgeulises@gmail.com)
lOMoARcPSD|9989586
 


	41. Dim s As  String = "Darth Vader has pulmonary problems."
' Does the string contain "Vader"?
If (s.IndexOf("Vader") <> -1) Then
Console.Write("string contains 'Vader'")
End If
' Finished
Console.ReadLine()
End Sub
End Module
Output
string contains 'Vader'
Notes on example above. The string "Vader" is found in the input String, at index 6. The
console program then prints the message inside the If statement. The final statement
ReadLine is there so you can run the program without it exiting.
Use IndexOf in Do While Loop
Here we look at looping with IndexOf on Strings. Sometimes you need to locate the first
index of a String, and then continue locating further instances. You can accomplish this with a
Do While construct and the IndexOf method.
Program that uses IndexOf and While [VB.NET]
Module Module1
Sub Main()
' The input String dim
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	42. Dim s As  String = "You have a cat"
' The interation dim
Dim i As Integer = s.IndexOf("a"c)
' Loop over the found indexes
Do While (i <> -1)
' Write the substring
Console.WriteLine(s.Substring(i))
' Get next index
i = s.IndexOf("a"c, i + 1)
Loop
Console.ReadLine()
End Sub
End Module
Output
ave a cat
a cat
at
Description of the example VB.NET code. The example first declares the Dim String, which
contains the letter 'a' in three places. Next, we call IndexOf on the String.
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	43. Do While construct.  The Do While loop continues until IndexOf returns -1. Note that if
the letter never occurs, the loop will never be entered. The loop prints out the Substring
located at the index found by IndexOf. The three lines printed all start with the letter "a".
IndexOf Functions
Here we look at an overview of these methods in the .NET Framework. There are four
Functions in the IndexOf family available in VB.NET. Usually you will only need the first,
IndexOf, but the others are occasionally valuable.
IndexOf Function. This finds the first index of a Char or String and you can specify start and
ending indexes of where you want to search. The IndexOfAny Function finds the first index
of any of the characters in the Array you send it.
LastIndexOf Function. This is the same as IndexOf but starts searching from the end. The
LastIndexOfAny Function finds the last index of any of the characters in the Array it
receives.
LastIndexOf Function
Use IndexOf with Substring
13. Write about Strings in VB .NET?
The String Class represents character strings. The following sections describes , how to work
with VB.NET String class . The String data type comes from the System.String class . The String
type represents a string of Unicode Characters . The String class is a sealed class , so you cannot
inherit another class from the String class.
The String object is Immutable , it cannot be modified once it created, that means every time
you use any operation in the String object , you create a new String Object . So if you are in a
situation in continuous operation with String Object it is recommended to use
System.Text.StringBuilder . System.Text.StringBuilder class to modify a string without creating
a new object.
VB.NET String Copy method is create a new String object with the same content
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	44. System.String.Copy(ByVal str As  String) As String
Parameters:
String str : The argument String for Copy method
Returns:
String : Returns a new String as the same content of argument String
Exceptions:
System.ArgumentNullException : If the argument is null.
Public Class Form1
Private Sub Button1_Click(ByVal sender As System.Object, _
ByVal e As System.EventArgs) Handles Button1.Click
Dim str1 As String
Dim str2 As String
str1 = "VB.NET Copy() test"
str2 = String.Copy(str1)
MsgBox(str2)
End Sub
End Class
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