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R programming introduction: R is a scripting language for statistical data manipulation, statistical
analysis, graphics representation and reporting. It was inspired by, and is mostly compatible with, the
statistical language S developed by AT&T. R was created by Ross Ihaka and Robert Gentleman at the
University of Auckland, New Zealand, and is currently developed by the R Development Core Team.
The core of R is an interpreted computer language which allows branching and looping as well as modular
programming using functions. R allows integration with the procedures written in the C, C++, .Net,
Python or FORTRAN languages for efficiency.
R is freely available under the GNU General Public License, and pre-compiled binary versions are provided
for various operating systems like Linux, Windows and Mac.
FEATURES OF R: R is a programming language and software environment for statistical analysis,
graphics representation and reporting. The following are the important features of R
• R is a well-developed, simple and effective programming language which includes conditionals,
loops, user defined recursive functions and input and output facilities.
• R has an effective data handling and storage facility.
• It incorporates features found in object-oriented and functional programming
languages.
• R provides a suite of operators for calculations on arrays, lists, vectors and matrices.
• R provides a large, coherent and integrated collection of tools for data analysis.
• R provides graphical facilities for data analysis and display either directly at the computer or
printing at the papers.
• R provides special data types that includes the Numerical, Integer , Character, Logical, Complex
• R provides very powerful data structures it contains Vectors, Matrices, List, Arrays, Data frames,
Classes.
• Because R is open source software, it‘s easy to get help from the user community. Also, a lot of
new functions are contributed by users, many of whom are prominent statisticians.
As a conclusion, R is world‘s most widely used statistics programming language.
How to Run R: R operates in two modes: interactive and batch mode.
1. Interactive mode: The one typically used is interactive mode. In this mode, you type in commands,
R displays results, you type in more commands, and so on.
2. Batch mode: Batch mode does not require interaction with the user. It‘s useful for production jobs,
such as when a program must be run periodically; say once per day, because you can automate the
process.
R Command Prompt: Once you have R environment setup, then it‘s easy to start your R command
prompt by just typing the following command at your command prompt −
C:UsersCSELAB>R
This will launch R interpreter and you will get a prompt > where you can start typing your program as
follows −
>myString<-"WELCOME R PROGRAMMING"
>print(myString)
[1]"WELCOME R PROGRAMMING"
 


	2. R PROGRAMMING (R16)  II B.Tech I SEM
2
Here first statement defines a string variable myString, where we assign a string "Hello, World!" and then
next statement print() is being used to print the value stored in variable myString.
Object orientation : can be explained by example. Consider statistical regression. When you perform a
regression analysis with other statistical packages, such as SAS or SPSS, you get a mountain of output
on the screen. By contrast, if you call the lm() regression function in R, the function returns an object
containing all the results—the estimate coefﬁcients, their standard errors, residuals, and so on. You then
pick and choose, programmatically, which parts of that object to extract. You will see that R‘s approach
makes programming much easier, partly because it offers a certain uniformity of access to data.
Functional Programming:
As is typical in functional programming languages, a common theme in R programming is avoidance of
explicit iteration. Instead of coding loops, you exploit R‘s functional features, which let you express
iterative behavior implicitly. This can lead to code that executes much more efﬁciently, and it can make a
huge timing difference when running R on large data sets.
The functional programming nature of the R language offers many advantages:
• Clearer, more compact code
• Potentially much faster execution speed
• Less debugging, because the code is simpler
• Easier transition to parallel programming.
Comments: Comments are like helping text in your r program and they are ignored by the interpreter
while executing your actual program. single comment is written using # in the beginning of the
statement as follows −
# My first program in R Programming
R does not support multi-line comments but you can perform a trick which is something as follows −
if(FALSE){
"This is a demo for multi-line comments and it should be put inside either a single
OR double quote"
}
myString<-"Hello, World!" print(myString)
Variables in R
Variables are used to store data, whose value can be changed according to our need. Unique name given
to variable (function and objects as well) is identifier.
Rules for writing Identifiers in R
1. Identifiers can be a combination of letters, digits, period (.) and underscore (_).
2. It must start with a letter or a period. If it starts with a period, it cannot be followed by a digit.
3. Reserved words in R cannot be used as identifiers.
Valid identifiers in R
total, Sum, .fine.with.dot, this_is_acceptable, Number5
Invalid identifiers in R
tot@l, 5um, _fine, TRUE, .0ne
Best Practices
Earlier versions of R used underscore (_) as an assignment operator. So, the period (.) was used
extensively in variable names having multiple words. Current versions of R support underscore as a valid
identifier but it is good practice to use period as word separators. For example,
a.variable.name is preferred over ―a_variable_name― or alternatively we could use camel case as
aVariableName
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Constants in R
Constants, as the name suggests, are entities whose value cannot be altered. Basic types of
constant are numeric constants and character constants.
Numeric Constants
All numbers fall under this category. They can be of type integer, double or complex. This can be checked
with the typeof() function. Numeric constants followed by L are regarded as integer and those followed by
i are regarded as complex.
>typeof(5)
[1] "double"
>typeof(5L)
[1] "integer"
>typeof(5i)
[1] "complex"
Character Constants: Character constants can be represented using either single quotes (') or double
quotes (") as delimiters.
> 'example'
[1] "example"
>typeof("5")
[1] "character"
Built-in Constants
Some of the built-in constants defined in R along with their values is shown below.
> LETTERS
[1] "A" "B" "C" "D" "E" "F" "G" "H" "I" "J" "K" "L" "M" "N" "O" "P" "Q" "R" "S"
[20] "T" "U" "V" "W" "X" "Y" "Z"
>letters
[1] "a" "b" "c" "d" "e" "f" "g" "h" "i" "j" "k" "l" "m" "n" "o" "p" "q" "r" "s"
[20] "t" "u" "v" "w" "x" "y" "z"
>pi
[1] 3.141593
> month.name
[1] "January" "February" "March" "April" "May" "June" [7] "July" "August"
"September" "October" "November" "December"
>month.abb
[1] "Jan" "Feb" "Mar" "Apr" "May" "Jun" "Jul" "Aug" "Sep" "Oct" "Nov" "Dec"
But it is not good to rely on these, as they are implemented as variables whose values can be changed.
>pi
[1] 3.141593
>pi<- 56
>pi [1] 56
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Maths in R Programming: R Having Number Of Mathematical Calculations in R .It Contains Given
Below
Program Output Program Output
>a<-99
>print(a)
[1] 99 > z<-c(1:10) >z
[1] 1 2 3 4 5 6 7 8 9 10
> 2+2 [1] 4 > z1<-c(-5:5) > z1
[1] -5 -4 -3 -2 -1 0 1 2 3 4 5
> 3-2 [1] 1 >seq(-5,5) [1] -5 -4 -3 -2 -1 0 1 2 3 4 5
> 6/2 [1] 3 > seq(-5,5,by=2) [1] -5 -3 -1 1 3 5
> 5*5 [1] 25 >seq(from=1,to=10,by=10) [1] 1
>log(10) [1] 2.302585 >seq(from=1,to=100,by=10) [1] 1 11 21 31 41 51 61 71 81 91
>exp(1) [1] 2.718282 >seq(from=0,to=100,by=10) [1] 0 10 20 30 40 50 60 70 80 90 100
>exp(2) [1] 7.389056 >rep("rao",5) [1] "rao" "rao" "rao" "rao" "rao"
>exp(2)*exp(1) [1] 20.08554 >rep(1:5,4) [1] 1 2 3 4 5 1 2 3 4 5 1 2 3 4 5 1 2 3 4 5
>log10(6) [1] 0.7781513 >rep("R programming",9) [1] "R programming"
"R programming"
"R programming"
"R programming"
"R programming"
"R programming"
"R programming"
"R programming"
"R programming"
>log(16,4) [1] 2
>pi [1] 3.141593
>sin(2) [1] 0.9092974
>floor(9) [1] 9
>floor(12.5) [1] 12
>ceiling(13.5) [1] 14
>round(15.5) [1] 16
>abs(-1) [1] 1
>sqrt(100) [1] 10
R Session:
Let‘s make a simple data set (in R parlance, a vector ) consisting of the numbers 1, 2, and 4, and name it
x:
> x <- c(1,2,4)
The standard assignment operator in R is <-. You can also use =, but this is discouraged, as it does not
work in some special situations. Note that there are no fixed types associated with variables. Here, we‘ve
assigned a vector to x, but later we might assign something of a different type to it. The c stands for
concatenate. Here, we are concatenating the numbers 1, 2, and 4. More precisely, we are concatenating
three one-element vectors that consist of those numbers. This is because any number is also considered
to be a one-element vector.
Now we can also do the following:
> q <- c(x,x,8) which sets q to (1,2,4,1,2,4,8) (yes, including the duplicates).
Now let‘s confirm that the data is really in x. To print the vector to the screen, simply type its name. If
you type any variable name (or, more generally, any expression) while in interactive mode, R will print
out the value of that variable (or expression). Programmers familiar with other languages such as Python
will find this feature familiar. For our example, enter this:
> x
[1] 1 2 4
Yep, sure enough, x consists of the numbers 1, 2, and 4.
Individual elements of a vector are accessed via [ ]. Here‘s how we can print out the third element of x:
> x[3]
[1] 4
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As in other languages, the selector (here, 3) is called the index or subscript. Those familiar with ALGOL-
family languages, such as C and C++, should note that elements of R vectors are indexed starting from
1, not 0.
Subsetting is a very important operation on vectors. Here‘s an example: > x <- c(1,2,4)
> x[2:3]
[1] 2 4
> mean(x)
[1] 2.333333
> sd(x)
[1] 1.527525
Introduction to Functions: As in most programming languages, the heart of R programming consists of
writing functions. A function is a group of instructions that takes inputs, uses them to compute other
values, and returns a result.
As a simple introduction, let‘s define a function named oddcount(), whose purpose is to count the odd
numbers in a vector of integers.
# counts the number of odd integers in x
> oddcount <- function(x) {
+ k <- 0 # assign 0 to k
+ for (n in x) {
+ if (n %% 2 == 1) k <- k+1 # %% is the modulo operator + }
+ return(k)
+ }
> oddcount(c(1,3,5))
[1] 3
> oddcount(c(1,2,3,7,9))
[1] 4
Arithmetic Operators:These operators are used to carry out mathematical operations like addition and
multiplication. Here is a list of arithmetic operators available in R.
An example run
> x <-5
> y <-16
>x+y
[1]21
>x-y
[1]-11
>x*y
[1]80
>y/x
[1]3.2
>y%/%x
[1]3
>y%%x
[1]1
>y^x
[1]1048576
Relational Operators: Relational operators are used to compare between values. Here is a list of
relational operators available in R.
Relational Operators in R
Operator Description == Equal to
< Less than != Not equal to
> Greater than
<= Less than or equal to
>= Greater than or equal to
Arithmetic Operators in R
Operator Description
+ Addition
- Subtraction
* Multiplication
/ Division
^ Exponent
%% Modulus (Remainder from division)
%/% Integer Division (no Fractional part)
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An example run
> x <-5
> y <-16
> x<y
[1] TRUE
> x>y
[1] FALSE
> x<=5
[1] TRUE
> y>=20
[1] FALSE
>x !=5
[1] FALSE
>y==16
[1] TRUE
Operation on Vectors: The above mentioned operators work on vectors. The variables used above were
in fact single element vectors. We can use the function c() (as in concatenate) to make vectors in R. All
operations are carried out in element-wise fashion. Here is an example.
> x <-c(2,8,3)
> y <-c(6,4,1)
>x+y
[1]8 12 4
> x>y
[1]FALSE TRUE TRUE
When there is a mismatch in length (number of elements) of operand vectors, the elements in shorter
one is recycled in a cyclic manner to match the length of the longer one. R will issue a warning if the
length of the longer vector is not an integral multiple of the shorter vector.
> x <-c(2,1,8,3)
> y <-c(9,4)
>x+y# Element of y is recycled to 9,4,9,4
[1]115177
>x-1# Scalar 1 is recycled to 1,1,1,1
[1]1072
>x+c(1,2,3)
[1]33114 Warning message:
In x +c(1,2,3): longer object length is not a multiple of shorter object length
Logical Operators:Logical operators are used to carry out Boolean operations like AND, OR etc.
Logical Operators in R
Operator Description
! Logical NOT
& Element-wise logical AND
&& Logical AND
| Element-wise logical OR
|| Logical OR
Operators & and | perform element-wise operation producing result having length of the longer operand.
But && and || examines only the first element of the operands resulting into a single length logical vector.
Zero is considered FALSE and non-zero numbers are taken as TRUE. An example run.
> x <-c(TRUE,FALSE,0,6) > y <-c(FALSE,TRUE,FALSE,TRUE)
>!x
[1]FALSE TRUETRUE FALSE
>x&y
[1] FALSE FALSEFALSE TRUE
>x&&y
[1] FALSE
>x|y
[1] TRUETRUE FALSE TRUE
> x||y
[1] TRUE
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Assignment Operators: These operators are used to assign values to variables.
The operators <- and = can be used, almost interchangeably, to assign to variable in the same
environment. <<- is used for assigning to variables in the parent environments (more like global
assignments). The rightward assignments, although available are rarely used.
> x <-5
>x
[1]5
> x =9
>x
[1]9
>10-> x
>x
[1]10
R Program to Add Two Vectors:
We can add two vectors together using the + operator. One thing to keep in mind while adding (or other
arithmetic operations) two vectors together is the recycling rule. If the two vectors are of equal length
then there is no issue. But if the lengths are different, the shorter one is recycled (repeated) until its
length is equal to that of the longer one. This recycling process will give a warning if the longer vector is
not an integral multiple of the shorter one.
Source Code
>x
[1]3 6 8
>y
[1]2 9 0
> x + y
[1]5 15 8
> x +1# 1 is recycled to (1,1,1)
[1]4 7 9
> x +c (1, 4)# (1,4) is recycled to (1,4,1) but warning issued
[1]4 10 9 Warning message:
In x +c(1,4): longer object length is not a multiple of shorter object length
As we can see above the two vectors x and y are of equal length so they can be added together without
difficulty. The expression x + 1 also works fine because the single 1 is recycled into a vector of three 1's.
Similarly, in the last example, a two element vector is recycled into a three element vector. But a
warning is issued in this case as 3 is not an integral multiple of 2.
Data types in R:To make the best of the R language, you'll need a strong understanding of the basic
data types and data structures and how to operate on those.
• character
• numeric (real or decimal)
• integer
• logical
• complex
Example Type
"a", "swc" character
2, 15.5 numeric
2 (Must add a L at end to denote integer) integer
TRUE, FALSE logical
1+4i complex
Assignment Operators in R
Operator Description
<-, <<-, = Leftwards assignment
->, ->> Rightwards assignment
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TRUE
[1] TRUE
>class(TRUE)
[1] "logical"
>class(FALSE)
[1] "logical"
> T
[1] TRUE
> F
[1] FALSE
>class(2)
[1] "numeric"
>class(2L)
[1] "integer"
>class(2i)
[1] "complex"
>class("i love R programming")
[1] "character"
>class(2.5)
[1] "numeric"
>is.numeric(2)
[1] TRUE
>is.numeric(2.5) [1] TRUE
>is.numeric(22i)
[1] FALSE
>is.integer(22i)
[1] FALSE
>is.integer(2)
[1] FALSE
>class("integer is numeric numeric is not always integer")
[1] "character"
DATA STRUCTURES (or) DATA OBJECTS IN R :A data structure is a specialized format for
organizing Data and storing data. R Data structures are also called as data objects.
R has many data structures. These include
• VECTOR
• MATRIX
• LIST
• ARRAYS
• DATA FRAME
R Programming Vector: Vector is a basic data structure in R. Vectors contain element of the same
type. Different data types available in R are logical, integer, double, character, complex and raw. A
vector's type can be checked with the typeof() function. Another important property of a vector is its
length. This is the number of elements in the vector and can be checked with the function length().
Scalars are actually vectors with length equal to one.
Creating(Declaration of) a Vector: Vectors are generally created using the c() function. Since, a vector
must have elements of the same type, this function will try and coerce elements to the same type, if they
are different. Coercion is from lower to higher types from logical to integer to double to character.
> x <-c(1,5,4,9,0)
>typeof(x)
[1]"double"
>length(x)
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[1]5
> x <-c(1,5.4, TRUE,"hello")
>x
[1]"1""5.4""TRUE""hello"
>typeof(x)
[1]"character"
If we want to create a vector of consecutive numbers, the : operator is very helpful. More complex
sequences can be created using the seq() function, like defining number of points in an interval, or the
step size.
> x <-1:7; x
[1]1234567
> y <-2:-2; y
[1]210-1-2
>seq(1,3,by=0.2)# specify step size
[1]1.01.21.41.61.82.02.22.42.62.83.0
>seq(1,5,length.out=4)# specify length of the vector
[1]1.0000002.3333333.6666675.000000
Accessing Elements in Vector (Vector Indexing)
Elements of a vector can be accessed using vector indexing. The vector used for indexing can be logical,
integer or character vector.
Using integer vector as index
Vector index in R starts from 1, unlike most programming languages where index start from 0. We can
use a vector of integers as index to access specific elements. We can also use negative integers to return
all elements except that those specified. But we cannot mix positive and negative integers while indexing
and real numbers, if used, are truncated to integers.
>x
[1]0 2 4 6 8 10
>x[3]# access 3rd element
[1]4
>x[c(2,4)]# access 2nd and 4th element
[1]26
>x[-1]# access all but 1st element
[1]246810
>x[c(2,-4)]# cannot mix positive and negative integers
Errorin x[c(2,-4)]: only 0's may be mixed with negative subscripts
>x[c(2.4, 3.54)] # real numbers are truncated to integers [1] 2 4
Using logical vector as index
When we use a logical vector for indexing, the position where the logical vector is TRUE is returned. This
useful feature helps us in filtering of vector as shown below.
>x[c(TRUE, FALSE, FALSE, TRUE)]
[1]-33
>x[x<0]# filtering vectors based on conditions
[1]-3-1
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>x[x>0]
[1]3
In the above example, the expression x>0 will yield a logical vector (FALSE, FALSE, FALSE, TRUE) which is then
used for indexing.
Using character vector as index
This type of indexing is useful when dealing with named vectors. We can name each elements of a
vector.
> x <-c("first"=3,"second"=0,"third"=9)
>names(x)
[1]"first""second""third"
>x["second"] second
0
>x[c("first","third")] first third 39
Modifying a Vector
We can modify a vector using the assignment operator. We can use the techniques discussed above to
access specific elements and modify them. If we want to truncate the elements, we can use
reassignments.
>x
[1]-3-2-1012
>x[2]<-0; x # modify 2nd element
[1]-30-1012
>x[x<0]<-5; x # modify elements less than 0
[1]505012
> x <-x[1:4]; x # truncate x to first 4 elements
[1]5050
Deleting a Vector: We can delete a vector by simply assigning a NULL to it.
>x
[1]-3-2-1012
> x <- NULL
>x
NULL
>x[4]
NULL
Recycling
When applying an operation to two vectors that requires them to be the same length, R automatically
recycles, or repeats, the shorter one, until it is long enough to match the longer one.
The shorter vector was recycled, so the operation was taken as follows:
Here is another example
Here, x, as a 3-by-2 matrix, is also a six-element vector, which in R is stored column by column. x is the
same as c(1,2,3,4,5,6). We added a two-element vector to this six-element one, so our added vector
needed to be repeated twice to make six elements. In other words we are doing x + c(1,2,1,2,1,2).
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Common Vector Operations
Vector Arithmetic and Logical Operations:
In R we can perform the arithmetic and logical operations on element-wise. Means the elements
of first vector will perform arithmetic operation on the first element of the second vector.
When we multiply two vectors, we will be surprised with the result. Let‘s see.
Here we can observe multiplication operation is done element by element.
Generating Useful Vectors with the : Operator
The colon operator ‗:‘ is used to generate the useful vector consisting of a range of numbers.
>x<-c(5:8)
Now x is a vector which has 5,6,7,8 as the elements of the vector.
Generating Vector Sequences with seq()
A generalization of : is the seq() (or sequence) function, which generates a sequence in arithmetic
progression. For instance, whereas 3:8 yields the vector (3,4,5,6,7,8), with the elements spaced one
unit apart (4 - 3=1,5- 4=1, and so on), we can make them, say, three units apart, as follows:
Repeating Vector Constants with rep()
The rep() (or repeat) function allows us to conveniently put the same constant into long vectors. The call
form is rep(x,times), which creates a vector of times * length(x) elements—that is, times copies of x.
Here is an example:
Using all() and any()
All and Any function on vector will return whether the given condition is satisfied or not
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Vectorized Operations:
Vector In, Vector Out: You can pass Vector to a function as parameter and get vector from a function
as return type.
Lets take one example
Here w is a function which takes x as input parameter and returns x+1 as the return type. Where x is
vector and x+1 is also vector.
Vector In, Matrix Out : You can pass vector to a function as parameter and display returned vector as
Matrix form.
NA and NULL Values: Both NULL and NA are Reserved words
Using NA: In many of R‘s statistical functions, we can instruct the function to skip over any missing
values, or NA‘s
Here x is a vector of 5 elements and we are giving only 4 values 2nd
value is missing and can be specified
using NA means value is there but right now not available. If you want to perform any mathematical
operations like mean(), median() you need to specify another parameter na.rm()=T. so, that mean is
calculated by removing the NA values.
Using NULL: Null is used to represent the null object in R language. Null is used mainly used to build up
a vector in a loop initially you need to initialize the vector to NULL and later build the vector.
Filtering :
Filtering allows the user to extract the vector elements that satisfy certain condition.
Generating Filtering Indices:
In this example z is a vector having 4 elements now i want to extract the
elements from z where square of the number must be greater than 8 and
assigned the result vector to w.let‘s see how r will evaluate this . z*z>8
Returns TRUE FALSE TRUE TRUE now z[TRUE FALSE TRUE TRUE] displays the
elements related to that index.
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Filtering with the subset() Function:
Filtering can be done with subset().subset when applied to vector it works similar to the normal filtering
with indexing the main difference we can observe when there is NA as the component of the vector.
Observe in the adjacent example that x is a vector of 6 elements out of
which one is NA if we filter with normal indexing we will get NA also to
the sub-vector. But with subset function we can get only elements by
filtering NA also.
The Selection Function which():
If we want to find out the indexes where our condition satisfied instead of
the values of the vector we will use which() function. Here in this example
positions 1 3 4 satisfied our condition.
Testing Vector Equality:
The native approach for vector equality won‘t work because when you compare two vectors with == you
will get a vector with Boolean values.
Instead if you want to get whether the vectors are equal or not we will use
all() function with condition then we will get as follows
by using all function we will get whether the two vectors are
equal or not.
We can also use identical function to check the equality between two vectors.
Vector Element Names
We can give names for the vector elements by using the names function
We can remove the names from the vector by assigning NULL values.
names(x)<-NULL.
>x
[1] 1 2 4
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Matrix and Array
Matrix is a vector with two additional attributes: the number of rows and columns.
Creating Matrices: A Matrix is created using the matrix() function.
Dimension of the matrix can be defined by passing appropriate value for arguments nrow and
ncol. Providing value for both the dimension is not necessary.
Syntax: matrix(data, nrow, ncol, byrow)
Following is the description of the parameters used −
• data is the input vector which becomes the data elements of the matrix.
• nrow is the number of rows to be created.
• ncol is the number of columns to be created.
• byrow is a logical clue. If TRUE then the input vector elements are arranged by row.
Now y is a vector with 1,2,3,4 as elements having 2 rows and 2 columns.
If one of the dimensions is provided, the other is inferred from length of
the data.
We can also assign the elements into the matrix by using indexing. But
before that we need to declare that as matrix.
By default matrix is column wise. If we want to declare as the row wise we
need to mention it while declaring ‗byrow=T‘.
Matrix Operations:
Performing Linear Algebra Operations on Matrices
We can perform various types of algebraic operations on matrices such as multiplication, subtraction,
addition, division, vector multiplication.
Operator operation
%*% Matrix multiplication
* Multiplication by scalar
+ Addition of matrix
- Subtraction
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Here in 1st
example we multiply Y matrix with Y.
Matrix multiplication is entirely different between
multiplication of matrix with scalar.
All arithmetic operations are done element wise
operations.
Matrix Indexing:
Matrix indexing is nothing but accessing matrix elements by specifying the position using rows and
columns.
We can access elements of a matrix using the square bracket indexing method. Elements can be
accessed as var[row, column].
Using integer vector as index
We specify the row numbers and column numbers as vectors and use it for indexing. If any field inside
the bracket is left blank, it selects all. We can use negative integers to specify rows or columns to be
excluded.
In this example if we want to access all rows and only 2,3
columns data. We can specify like this --- in the rows index we
leave space because it specifies all rows and 2:3 in column index
position.
We can also use vector as index means you can also specify
column as vector like z[,c(2,3)].here c(2,3) is a vector.
We can also assign values to sub matrix.
Negative subscripts used with index eliminates certain elements
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Filtering on Matrices:
Filtering on matrices can be done same as filtering of vector. The elements which satisfies some condition
must be retrieved.
Here in this example we want the data from the matrix
X[,2]>=3 means all rows having elements in 2 column greater than
or equal to 3.
The above statement returns 2 & 3rd
rows .
Now, x[x[,2]>=3,] means 2nd
and 3rd
rows all column data must be
retrieved.
Here in this example
m[,1]>1 means all rows where 1st
column >1 returns 2nd
and 3rd
rows
all columns.
m[,2]>5 means all rows where 2nd
column>5 returns 3rd
row all
columns.
Both above conditions & operation result in 3rd
rows.
At the end m[m[,1]>1 & m[,2]>5,] returns 3rd
row all columns.
Applying Functions to Matrix rows and columns:
One of the most important feature of R language is applying the user defined or predefined functions on
rows or columns of a matrix.
Using apply() function:
The general form of apply function to matrix is
For example if we want to find mean for matrix z via column wise. We
need to go for apply function.
Apply(z,2,mean)::: means apply mean function on matrix ‗z‘ via column
wise. Here we got a vector.
We can apply user defined function on the matrix also by specifying the
matrix on which you want to apply, the dimensions(row wise or column
wise) on which you want to apply the user defined function.
** Note: when you use the apply() on matrix the dimensions of the
result matrix(2*3) may not be what you expect(3*2) because by default
matrix is column wise that‘s why you need to transpose the result
matrix by so that you will get exact dimensions in
the resultant matrix
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Adding and deleting Matrix Rows and Columns:
Technically matrices are fixed length and dimensions. However, Matrices can be modified by reassigning
to get the same effect of addition and deletion of rows and columns.
Changing the size of the matrix:
Changing the size of the matrix is done by adding rows and columns, deleting the rows and columns to
the already existing matrix .This can be achieved by rbind() and cbind() functions.
In this example cbind() function is used to add a column to already existing
matrix. At first we have a matrix z with 4*3 dimensions now we want to add
one column to z to make it 4*4 dimensions. Now we have a vector ‗one‘ which
have 4 elements. Add vector ‗one‘ to matrix ‗z‘ using cind(one,z).
**Note: If there are less number of elements the vector you want to add means
if there are only 3 elements(1,2,3) in vector ‗one‘ R will through an warning
message and the vector elements will be recycled (1,2,3,1) will be added to the
matrix.
We can also bind a single value to matrix like this. Here we are trying to column
bind value 1 with matrix. But In R‘ language there is no concept of scalar. All
single elements will be treated as single element vectors. Now we are column
binding the vector with matrix z. Vector is recycle to form the order of matrix
ie., 4*1 since matrix z has 4 rows and then added the resultant vector(1,1,1,1)
to the matrix z.
You can also add rows to the matrix using rbind() similar to cbind().
Deletion of rows and columns can be done by eliminating the unwanted rows and then assign to the
same matrix.
Here matrix ‗m‘ has 3*2 dimensions initially. Now I am reassigning by
eliminating unwanted rows. Here I am extracting rows 1,3 from existing matrix
‗m‘ and reassigning to ‗m‘.
Differences between Vector and Matrices
A matrix is nothing but a vector but with two additional attributes: number of rows and columns.
Let us check the class of the matrix.
We can get the length of the matrix using length() function.
In addition to the length matrix has addition attributes. To get that we use
attributes() function to get the dimensions of the matrix i.e., no of rows and
columns.
To know the class of the matrix we use class() function.
We can get the number of rows and columns of the matrix by just dim() function.
Here in z there are 4 rows and 2 columns are there.
In order to get either number of rows or number of columns we have ncol() and
nrow() functions.
 


	18. R PROGRAMMING (R16)  II B.Tech I SEM
18
Unintended Dimension Reduction:
When ever we are extracting single row or column from the matrix R will convert that single row or
column matrix into vector and display it like a vector instead of matrix. This type of missing the essence
of our data in matrix is called dimension reduction.
Here z is a matrix and we are extracting single row from the matrix and assign to r.
Now , display r it will display as vector manner which is not acceptable by the user. To
confirm whether we got a vector or not check the attributes of ‗r‘ it will display
nothing. If ‗r‘ is a matrix attributes function must return its dimension but
unfortunately we got ‗NULL‘.
** NOTE: To avoid dimension reduction in matrix we have to use parameter
drop=‘FALSE‘ like this
Now check attributes of r it will return dimensions of matrix.
Naming the rows and columns of the matrix:
We can give assign names to the rows and columns of the matrix using rownames() and colnames().
We can also get the names of the rows and columns
by passing the matrix name to these functions.
Arrays
In R language if we want to store data in layer manner additional to rows and columns there is another
data structure called arrays. Arrays have third dimension in addition to rows and columns to store the
data in layer manner.
Consider students and test scores. Say each test consists of two parts, so we record two scores for a
student for each test. Now suppose that we have two tests, and to keep the example small, assume we
have only three students. Here‘s the data for the ﬁrst test and second test:
> firsttest
[,1] [,2]
[1,] 46 30
[2,] 21 25
[3,] 50 48
> secondtest
[,1] [,2]
[1,] 46 43
[2,] 41 35
[3,] 50 49
We can declare array using array(). Now declare array with firsttest as 1st
layer, secondtest as 2nd
layer
as follows.
In the dim=c(3,2,2), we are specifying two layers ,each consisting of three rows and two columns and these becomes
dimensions for the array.
We can access the elements of the array by using the three indexes. First is for row, second is for column and third is
to specify which layer.
Here we are accessing element form tests of 3rd
row,2nd
column and 1st
layer i.e., 48.
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If we want to print all the elements of the array at a time we can display array by calling its name.
tests array is displayed in layer format. ( , ,1)represents first layer, ( , ,2) represents
second layer.
LISTS
R‘s list structure is similar to that of vector but with different data types. It is similar to that of C
structures.
Creating Lists:
Technically speaking list is a vector. In Normal vectors elements cannot be broken down into smaller
components. Whereas lists can be broken down (recursive list).
For example if we want to store data of employee, we wish to store name, salary, union member or not.
This is the perfect place to use the list data structure.
We can declare list using list() function.
We need to give the names to the list members because we need to identify which values belongs to
which one. Without names also we can declare but its not clear what is the value is for.
We can print the list by full or component.
Or
Since list is also vector we can declare list like vectors using following syntax.
List Operations:
List Indexing:
We can access list elements in number of ways: using component name, using index number.
Using component name: we can access list elements by specifying the component
name with $ symbol or specifying the component name with in [[ ]] (double square
bracket).
Using component index: we can access list elements by specifying the index number
with in the [ ](square brackets) or [[ ]] (double square brackets).if you specify with
single square brackets list will display with names and double square brackets is list
will display without names.(Technically speaking single brackets return a list or a
sub list).
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Adding and Deleting elements to list:
We can add elements to the list by assigning to list name followed by $ symbol followed by name of the
component
Syntax is listname$comname<-value
let us consider z is a list with 2 components a and b. if we want to add another
component c to list z. we just need to specify like this. here
we add component c to list z with value ―sailing‖.
We can also a component from vector also. Here we added components to the list
from a boolean vector.
We can delete list components by assigning NULL to that particular component.
with this command component b will be deleted from the list.
**NOTE: upon deleting the component from list all the list elements will be moved up by 1.
Getting the size of the list:
We can get the size of the list by using the length(). We will get the number of component in the list.
Accessing list Components and Values:
If the components of the list have names and we are trying to access the components then we will get
the names of the list through indexing. Unlist() function returns the list to a vector. A list is nothing but a
vector with different data types how can a vector hold different data types when an unlist() returns. Here
is the logic when unlist() returns a vector R chooses character string as mode of the vector. .
If you want only values you can use names(wu)<-NULL. Now wu contains
only values of the list.
You can also use wu<-unname(wu) to remove the names in the vector.
Applying Functions to lists:
Using lapply() and sapply(): These two functions will work similar to apply() in matrices. The lapply()
calling a specified function on each component of the list or a vector and returning list.
Here lapply() function applied on the two vectors 1:3 and 25:29 and
return the result as list.
If we want the result in a Vector not in a list manner use sapply()
function. Same median function applied on the same list using sapply()
returns a vector format.
Recursive Lists:
We can declare a list with in another list this type of list is called recursive lists. List can be recursive.
Here b, c are declared as list having 2 and 1 components respectively.
‗a‘ is also a list whose components are b & c means list with in a list. Now
a is called as recursive list.
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When we display list ‗a‘ we will get output like this.
We can also get the length of the list as 2 since list ‗a‘ has only 2 components namely ‗b‘
& ‗c‘.
We can also declare recursive list using c()
DATA FRAMES
Data frame is like a matrix, with a two dimensional rows and columns structure. However it differ from
matrix that each column may have different modes. For instance one column may contains number
another may contains character strings. A data frame is a list, with the components of that list being
equal-length vectors.
Creating Data Frames:
Data Frames are created by using data.frame(). While creating data frame from character vector we
need to specify not to convert vector to factor. This can be accomplish by specifying
stringAsFactor=FALSE.
Here kids and ages are two vectors of character and numeric
data types respectively. We are creating data frame from
these vectors each as column in the data frame. Since kids is
a character vector we need to specify stringAsFactor=FALSE.
Accessing Data Frames:
Data frame is nothing but collection of lists we can access the data frames same as we access from list
like index value or component name.
We can access the data frame using index number or component name. kids is
the component of the data frame. We can access like d$kids(same as list
accessing).we can access using index number like d[[1]] to access the first
column.
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As we told that data frames are matrix except that each column has different data type. We can access
data from data frame same like matrix accessing using row number and column number.
Here we are getting data from first column of all rows same like accessing data from
matrix.
Matrix-Like Operations:
Various matrix operations also apply to data frames. Most notably and usefully, we can do ﬁltering to
extract various subdata frames of interest.
Extracting Subdata Frames
we can extract subdata frames by rows or columns.
Here we are extracting the subdata frames from existing data
frame by specifying the row numbers and column numbers as
index. Same as in matrix while we are extracting the data if the
sub matrix is single row or column R will convert it into vector. to
avoid missing of the essence of matrix we specify the ‗drop‘
parameter in indexing. Same is the case with data frame. In order
to not to disturb the mode of the subdata frame to vector we need
to specify the ‗drop=false‘.
We can also filter the data from data frame based on some condition like in matrix
Here we are extracting (filtering) data from data frame where rows
having exam.1>=3.8.
Importance of NA values in data frame:
x is a vector having NA value and we performed mean on vector x then result
will be NA since any mathematical function on data structure having NA values
will result in NA only. To avoid that we need to specify na.rm=true while
applying the function.
While dealing with data frames if you have NA value in the data frame when
you apply any function or filtering on the data frame it may result in NA.
subset()
with the subset function we can skip the NA values in the data frame
same like that of na.rm=true.
Sometimes we may need to remove all the rows having NA values to do that we need functions like
complete.cases(). This function will remove all the incomplete rows in the given data frame. lets see an
example.
Here d4 is a data frame which contains NA values in it. Now I want
only rows which contains all the complete information. To get the
records from d4 having complete information we need to apply
complete.cases(d4). Give it as the row index for d4 so that it will
set the row index with Boolean values.
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Using rbind() and cbind() with data frames:
We can use rbind and cbind functions to modify the data frames. rbind is used to add new row to the
existing data frame. Since data frame is collection of list we can add one more list to the data frame.
d is a data frame. We are adding another list to d using rbind function.
we can use cbind() to modify the data frame
Here we added a new column where the values are
calculated from the existing columns without disturbing
the class or mode of the data frame.
Merging Data Frames:
For example if we want apply predefined function mean on the matrix z
>a
[,1][,2][,3]
[1,]147
[2,]258
[3,]369
>class(a)
[1]"matrix"
>attributes(a)
$dim
[1]33
>dim(a)
[1]33
>matrix(1:9,nrow=3,ncol=3)
[,1][,2][,3]
[1,]147
[2,]258
[3,]369
># same result is obtained by providing only one dimension
>matrix(1:9,nrow=3)
[,1][,2][,3]
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[1,]147
[2,]258
[3,]369
We can see that the matrix is filled column-wise. This can be reversed to row-wise filling by
passing TRUE to the argument byrow.
>matrix(1:9,nrow=3,byrow=TRUE)# fill matrix row-wise
[,1][,2][,3]
[1,]123
[2,]456
[3,]789
In all cases, however, a matrix is stored in column-major order internally as we will see in the
subsequent sections. It is possible to name the rows and columns of matrix during creation by
passing a 2 element list to the argument dimnames.
> x <-matrix(1:9,nrow=3,dimnames=list(c("X","Y","Z"),c("A","B","C")))
>x
A B C
X 147
Y 258
Z 369
These names can be accessed or changed with two helpful functions colnames() and rownames().
>colnames(x)
[1]"A""B""C"
>rownames(x)
[1]"X""Y""Z"
># It is also possible to change names
>colnames(x)<- c("C1","C2","C3")
>rownames(x)<- c("R1","R2","R3")
>x
C1 C2 C3
R1 147
R2 258
R3 369
Another way of creating a matrix is by using functions cbind() and rbind() as in column bind and
row bind.
>cbind(c(1,2,3),c(4,5,6))
[,1][,2]
[1,]14
[2,]25
[3,]36
>rbind(c(1,2,3),c(4,5,6))
[,1][,2][,3]
[1,]123
[2,]456
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Finally, you can also create a matrix from a vector by setting its dimension using dim().
> x <-c(1,2,3,4,5,6)
>x
[1]123456
>class(x)
[1]"numeric"
>dim(x)<- c(2,3)
>x
[,1][,2][,3]
[1,]135
[2,]246
>class(x)
[1]"matrix"
Accessing Elements in Matrix
We can access elements of a matrix using the square bracket [ indexing method. Elements can
be accessed as var[row, column]. Here rows and columns are vectors.
Using integer vector as index
We specify the row numbers and column numbers as vectors and use it for indexing. If any
field inside the bracket is left blank, it selects all. We can use negative integers to specify rows
or columns to be excluded.
>x
[,1][,2][,3]
[1,]147
[2,]258
[3,]369
>x[c(1,2),c(2,3)]# select rows 1 & 2 and columns 2 & 3
[,1][,2]
[1,]47
[2,]58
>x[c(3,2),]# leaving column field blank will select entire columns [,1][,2][,3]
[1,]369
[2,]258
>x[,]# leaving row as well as column field blank will select entire matrix [,1][,2][,3]
[1,]147
[2,]258
[3,]369
>x[-1,]# select all rows except first
[,1][,2][,3]
[1,]258
[2,]369
One thing to notice here is that, if the matrix returned after indexing is a row matrix or column
matrix, the result is given as a vector.
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>x[1,]
[1]147
>class(x[1,]) [1]"integer"
This behavior can be avoided by using the argument drop=FALSE while indexing.
>x[1,,drop=FALSE]# now the result is a 1X3 matrix rather than a vector
[,1][,2][,3]
[1,]147
>class(x[1,,drop=FALSE])
[1]"matrix"
It is possible to index a matrix with a single vector. While indexing in such a way, it acts like a
vector formed by stacking columns of the matrix one after another. The result is returned as a
vector.
>x
[,1][,2][,3]
[1,]483
[2,]607
[3,]129
>x[1:4]
[1]4618
>x[c(3,5,7)]
[1]103
Using logical vector as index
Two logical vectors can be used to index a matrix. In such situation, rows and columns where
the value is TRUE is returned. These indexing vectors are recycled if necessary and can be
mixed with integer vectors.
>x
[,1][,2][,3]
[1,]483
[2,]607
[3,]129
>x[c(TRUE,FALSE,TRUE),c(TRUE,TRUE,FALSE)]
[,1][,2]
[1,]48
[2,]12
>x[c(TRUE,FALSE),c(2,3)]# the 2 element logical vector is recycled to 3 element vector
[,1][,2]
[1,]83
[2,]29
It is also possible to index using a single logical vector where recycling takes place if
necessary.
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>x[c(TRUE,FALSE)]
[1]41039
In the above example, the matrix x is treated as vector formed by stacking columns of the
matrix one after another, i.e., (4,6,1,8,0,2,3,7,9). The indexing logical vector is also recycled and
thus alternating elements are selected. This property is utilized for filtering of matrix elements
as shown below.
>x[x>5]# select elements greater than 5
[1]6879
>x[x%%2==0]# select even elements
[1]46802
Using character vector as index
Indexing with character vector is possible for matrix with named row or column. This can be
mixed with integer or logical indexing.
>x
A B C
[1,]483
[2,]607
[3,]129
>x[,"A"]
[1]461
>x[TRUE,c("A","C")]
A C
[1,]43
[2,]67
[3,]19
>x[2:3,c("A","C")]
A C
[1,]67
[2,]19
Modifying a Matrix
We can combine assignment operator with the above learned methods for accessing elements
of a matrix to modify it.
>x
[,1][,2][,3]
[1,]147
[2,]258
[3,]369
>x[2,2]<-10; x # modify a single element
[,1][,2][,3]
[1,]147
[2,]2108
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[3,]369
>x[x<5]<-0; x # modify elements less than 5
[,1][,2][,3]
[1,]007
[2,]0108 [3,]069
A common operation with matrix is to transpose it. This can be done with the function t().
>t(x)# transpose a matrix
[,1][,2][,3]
[1,]000
[2,]0106
[3,]789
We can add row or column using rbind() and cbind() function respectively. Similarly, it can be
removed through reassignment.
>cbind(x,c(1,2,3))# add column
[,1][,2][,3][,4]
[1,]0071
[2,]01082
[3,]0693
>rbind(x,c(1,2,3))# add row
[,1][,2][,3]
[1,]007
[2,]0108
[3,]069
[4,]123
> x <-x[1:2,]; x # remove last row
[,1][,2][,3]
[1,]007
[2,]0108
Dimension of matrix can be modified as well, using the dim() function.
>x
[,1][,2][,3]
[1,]135
[2,]246
>dim(x)<- c(3,2); x # change to 3X2 matrix
[,1][,2]
[1,]14
[2,]25
[3,]36
>dim(x)<- c(1,6); x # change to 1X6 matrix
[,1][,2][,3][,4][,5][,6]
[1,]123456
Matrix Computations
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Various mathematical operations are performed on the matrices using the R operators. The
result of the operation is also a matrix.
The dimensions (number of rows and columns) should be same for the matrices involved in the
operation.
Matrix Addition & Subtraction
# Create two 2x3 matrices. matrix1 <- matrix(c(3,9,-1,4,2,6),nrow=2) print(matrix1)
matrix2 <- matrix(c(5,2,0,9,3,4),nrow=2) print(matrix2)
# Add the matrices.
result<- matrix1 + matrix2 cat("Result of addition","n") print(result)
# Subtract the matrices result<- matrix1 - matrix2 cat("Result of subtraction","n")
print(result)
When we execute the above code, it produces the following result −
[,1] [,2] [,3]
[1,] 3 -1 2
[2,] 9 4 6
[,1] [,2] [,3]
[1,] 5 0 3
[2,] 2 9 4
Result of addition
[,1] [,2] [,3]
[1,] 8 -1 5
[2,] 11 13 10
Result of subtraction
[,1] [,2] [,3]
[1,] -2 -1 -1
[2,] 7 -5 2
Matrix Multiplication & Division
# Create two 2x3 matrices.
matrix1 <- matrix(c(3,9,-1,4,2,6),nrow=2) print(matrix1)
matrix2 <- matrix(c(5,2,0,9,3,4),nrow=2) print(matrix2)
# Multiply the matrices. result<- matrix1 * matrix2 cat("Result of multiplication","n")
print(result)
# Divide the matrices result<- matrix1 / matrix2 cat("Result of division","n") print(result)
When we execute the above code, it produces the following result −
[,1] [,2] [,3]
[1,] 3 -1 2
[2,] 9 4 6
[,1] [,2] [,3]
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[1,] 5 0 3
[2,] 2 9 4
Result of multiplication
[,1] [,2] [,3]
[1,] 15 0 6
[2,] 18 36 24
Result of division
[,1] [,2] [,3]
[1,] 0.6 -Inf 0.6666667
[2,] 4.5 0.4444444 1.5000000
List in R programming: List is a data structure having components of mixed data types. A
vector having all elements of the same type is called atomic vector but a vector having
elements of different type is called list. Following is an example of a list having three
components each of different data type. We can check if it's a list with typeof() function and
find its length using length().
>x
$a
[1]2.5
$b
[1] TRUE
$c
[1]123
>typeof(x)
[1]"list"
>length(x)
[1]3
Creating a List
List can be created using the list() function.
> x <-list("a"=2.5,"b"=TRUE,"c"=1:3)
Here, we create a list x, of three components with data types double, logical and integer vector
respectively. Its structure can be examined with the str() function.
>str(x)
List of 3
$ a:num2.5
$ b:logi TRUE
$ c:int[1:3]123
In this example, a, b and c are called tags which makes it easier to reference the components of
the list. However, tags are optional. We can create the same list without the tags as follows. In
such scenario, numeric indices are used by default.
> student<list(c(101:105),c("rao","dhanshika","moksha","sankar","gopi"),c(2000,5000,100
00,3000,12000))
> print(student)
[[1]]
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[1] 101 102 103 104 105
[[2]]
[1] "rao" "dhanshika" "moksha" "sankar" "gopi"
[[3]]
[1] 2000 5000 10000 3000 12000
> str(student)
List of 3
$ : int [1:5] 101 102 103 104 105
$ : chr [1:5] "rao" "dhanshika" "moksha" "sankar" ...
$ : num [1:5] 2000 5000 10000 3000 12000
> names(student)<-c("sid","sname","ssal")
> print(student)
$sid
[1] 101 102 103 104 105
$sname
[1] "rao" "dhanshika" "moksha" "sankar" "gopi"
$ssal
[1] 2000 5000 10000 3000 12000
> str(student)
List of 3
$ sid : int [1:5] 101 102 103 104 105
$ sname: chr [1:5] "rao" "dhanshika" "moksha" "sankar" ...
$ ssal : num [1:5] 2000 5000 10000 3000 12000
#Update the data in list:we are updating address column ,first we update the data student
list , next update column name .
> student[4]<-" 'tenali','guntur','vijayawada','chennai','delhi'"
> str(student)
List of 4
$ sid : int [1:5] 101 102 103 104 105
$ sname: chr [1:5] "rao" "dhanshika" "moksha" "sankar" ...
$ ssal : num [1:5] 2000 5000 10000 3000 12000
$ : chr " 'tenali','guntur','vijayawada','chennai','delhi'"
> names(student)<-c("sid","sname","ssal","saddress")
> str(student)
List of 4
$ sid : int [1:5] 101 102 103 104 105
$ sname : chr [1:5] "rao" "dhanshika" "moksha" "sankar" ...
$ ssal : num [1:5] 2000 5000 10000 3000 12000
$ saddress: chr " 'tenali','guntur','vijayawada','chennai','delhi'"
> Accessing Components in List
Lists can be accessed in similar fashion to vectors. Integer, logical or character vectors can be
used for indexing. Let us consider a list as follows.
> student$sname
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[1] "rao" "dhanshika" "moksha" "sankar" "gopi"
> student$sid
[1] 101 102 103 104 105
> student$ssal
[1] 2000 5000 10000 3000 12000
> student$saddress
[1] " 'tenali','guntur','vijayawada','chennai','delhi'"
> student(c[1:2])
Error: could not find function "student"
> student[c(1:2)]
$sid
[1] 101 102 103 104 105
$sname
[1] "rao" "dhanshika" "moksha" "sankar" "gopi"
# index using integer vector
> student[c(3:2)]
$ssal
[1] 2000 5000 10000 3000 12000
$sname
[1] "rao" "dhanshika" "moksha" "sankar" "gopi"
Delete the elememt temporary:
> student[c(-2)] remove sname Display other Elements
$sid
[1] 101 102 103 104 105
$ssal
[1] 2000 5000 10000 3000 12000
$saddress
[1] " 'tenali','guntur','vijayawada','chennai','delhi'"
Remove sid from student display other elements
> student[c(-1)]
$sname
[1] "rao" "dhanshika" "moksha" "sankar" "gopi"
$ssal
[1] 2000 5000 10000 3000 12000
$saddress
[1] " 'tenali','guntur','vijayawada','chennai','delhi'"
Remove saddress from student display other elements
> student[c(-4)]
$sid
[1] 101 102 103 104 105
$sname
[1] "rao" "dhanshika" "moksha" "sankar" "gopi"
$ssal
[1] 2000 5000 10000 3000 12000
# index using logical vector
> student[c(T,F,F,T)] display only true elements false elements are not display $sid
[1] 101 102 103 104 105
$saddress
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[1] " 'tenali','guntur','vijayawada','chennai','delhi'"
> student[c(F,F,F,T)]
$saddress
[1] " 'tenali','guntur','vijayawada','chennai','delhi'"
# index using character vector
> student[c("sid","ssal")]
$sid
[1] 101 102 103 104 105
$ssal
[1] 2000 5000 10000 3000 12000
Deleting Component
We can delete a component by assigning NULL to it.
> student[2]<-NULL
> student[2]
$ssal
[1] 2000 5000 10000 3000 12000
> str(student)
List of 3
$ sid : int [1:5] 101 102 103 104 105
$ ssal : num [1:5] 2000 5000 10000 3000 12000
$ saddress: chr " 'tenali','guntur','vijayawada','chennai','delhi'" > student[3]
$saddress
[1] " 'tenali','guntur','vijayawada','chennai','delhi'"
> student[3]<-NULL
> str(student)
List of 2
$ sid : int [1:5] 101 102 103 104 105
$ ssal: num [1:5] 2000 5000 10000 3000 12000
> rm(student)
> str(student)
Error in str(student) : object 'student' not found Student list removed from r source
Merging Lists:
You can merge many lists into one list by placing all the lists inside one list() function.
# Create two lists. list1 <-list(1,2,3)
list2 <-list("Sun","Mon","Tue")
# Merge the two lists.
merged.list<-c(list1,list2)
# Print the merged list. print(merged.list)
When we execute the above code, it produces the following result −
[[1]]
[1] 1
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[[2]]
[1] 2
[[3]]
[1] 3
[[4]]
[1] "Sun"
[[5]]
[1] "Mon"
[[6]]
[1] "Tue"
Converting List to Vector
A list can be converted to a vector so that the elements of the vector can be used for further
manipulation. All the arithmetic operations on vectors can be applied after the list is converted
into vectors. To do this conversion, we use the unlist() function. It takes the list as input and
produces a vector.
# Create lists. list1 <-list(1:5) print(list1)
list2 <-list(10:14) print(list2)
# Convert the lists to vectors.
v1 <-unlist(list1) v2 <-unlist(list2)
print(v1) print(v2) # Now add the vectors result<- v1+v2 print(result)
When we execute the above code, it produces the following result −
[[1]]
[1] 1 2 3 4 5
[[1]]
[1] 10 11 12 13 14
[1] 1 2 3 4 5
[1] 10 11 12 13 14
[1] 11 13 15 17 19
Data Frames in R : Dataframe is collection of vectors are arranged in parllely in rows or
columns
Syntax: Data.frame(v1,v2,v3,-------)
>y1<-c(1,2,3,4,NA)
> y2<-c(5,6,7,NA,8)
> y3<-c(9,10,NA,11,12)
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> y4<-c(13,NA,14,15,16)
> y5<-c(17,18,19,20,21)
> rao<-data.frame(y1,y2,y3,y4,y5)
> print(rao)
y1 y2 y3 y4 y5 1 1 5 9 13 17
2 2 6 10 NA 18
3 3 7 NA 14 19
4 4 NA 11 15 20
5 NA 8 12 16 21
> str(rao)
'data.frame': 5 obs. of 5 variables:
$ y1: num 1 2 3 4 NA
$ y2: num 5 6 7 NA 8
$ y3: num 9 10 NA 11 12
$ y4: num 13 NA 14 15 16
$ y5: num 17 18 19 20 21
> s_rao<-stack(rao) > print(s_rao) values indicator
1 1 y1
2 2 y1
3 3 y1
4 4 y1
5 NA y1
6 5 y2
7 6 y2
8 7 y2
9 NA y2
10 8 y2
11 9 y3
12 10 y3
13 NA y3
14 11 y3
15 12 y3
16 13 y4
17 NA y4
18 14 y4
19 15 y4
20 16 y4
21 17 y5
22 18 y5
23 19 y5
24 20 y5
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25 21 y5
> unstack(s_rao) y1 y2 y3 y4 y5 1 1 5 9 13 17
2 2 6 10 NA 18
3 3 7 NA 14 19
4 4 NA 11 15 20
5 NA 8 12 16 21
>cy<-cbind(rao,rao,rao,rao)
> cy
y1 y2 y3 y4 y5 y1 y2 y3 y4 y5 y1 y2 y3 y4 y5 y1 y2 y3 y4 y5 1 1 5 9 13 17 1 5 9 13 17
1 5 9 13 17 1 5 9 13 17
2 2 6 10 NA 18 2 6 10 NA 18 2 6 10 NA 18 2 6 10 NA 18
3 3 7 NA 14 19 3 7 NA 14 19 3 7 NA 14 19 3 7 NA 14 19
4 4 NA 11 15 20 4 NA 11 15 20 4 NA 11 15 20 4 NA 11 15 20
5 NA 8 12 16 21 NA 8 12 16 21 NA 8 12 16 21 NA 8 12 16 21
> ry<-cbind(rao,rao,rao,rao)
> ry
y1 y2 y3 y4 y5 y1 y2 y3 y4 y5 y1 y2 y3 y4 y5 y1 y2 y3 y4 y5 1 1 5 9 13 17 1 5 9 13 17
1 5 9 13 17 1 5 9 13 17
2 2 6 10 NA 18 2 6 10 NA 18 2 6 10 NA 18 2 6 10 NA 18
3 3 7 NA 14 19 3 7 NA 14 19 3 7 NA 14 19 3 7 NA 14 19
4 4 NA 11 15 20 4 NA 11 15 20 4 NA 11 15 20 4 NA 11 15 20
5 NA 8 12 16 21 NA 8 12 16 21 NA 8 12 16 21 NA 8 12 16 21
> ry<-rbind(rao,rao,rao,rao)
> ry y1 y2 y3 y4 y5 1 1 5 9 13 17
2 2 6 10 NA 18
3 3 7 NA 14 19
4 4 NA 11 15 20
5 NA 8 12 16 21
6 1 5 9 13 17
7 2 6 10 NA 18
8 3 7 NA 14 19
9 4 NA 11 15 20
10 NA 8 12 16 21
11 1 5 9 13 17
12 2 6 10 NA 18
13 3 7 NA 14 19
14 4 NA 11 15 20
15 NA 8 12 16 21
16 1 5 9 13 17
17 2 6 10 NA 18
18 3 7 NA 14 19
19 4 NA 11 15 20
20 NA 8 12 16 21
> class(ry)
[1] "data.frame"
> fix(ry) display R editor it is also used for update the data
> ryt<-t(ry) > fix(ryt)
> class(ryt)
[1] "matrix"
> as.data.frame(ryt)->ryt
> class(ryt)
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[1] "data.frame"
> head(ryt)
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 y1 1 2 3 4 NA 1 2 3 4 NA 1 2
3 4 NA 1 2 3 4 NA y2 5 6 7 NA 8 5 6 7 NA 8 5 6 7 NA 8 5 6 7 NA 8 y3 9 10
NA 11 12 9 10 NA 11 12 9 10 NA 11 12 9 10 NA 11 12 y4 13 NA 14 15 16 13 NA 14 15 16
13 NA 14 15 16 13 NA 14 15 16 y5 17 18 19 20 21 17 18 19 20 21 17 18 19 20 21 17 18 19
20 21
> head(ry) y1 y2 y3 y4 y5 1 1 5 9 13 17
2 2 6 10 NA 18
3 3 7 NA 14 19
4 4 NA 11 15 20
5 NA 8 12 16 21
6 1 5 9 13 17
> head(ryt,10)
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 y1 1 2 3 4 NA 1 2 3 4 NA 1 2
3 4 NA 1 2 3 4 NA y2 5 6 7 NA 8 5 6 7 NA 8 5 6 7 NA 8 5 6 7 NA 8 y3 9 10
NA 11 12 9 10 NA 11 12 9 10 NA 11 12 9 10 NA 11 12 y4 13 NA 14 15 16 13 NA 14 15
16 13 NA 14 15 16 13 NA 14 15 16 y5 17 18 19 20 21 17 18 19 20 21 17 18 19 20 21 17
18 19 20 21
> ry y1 y2 y3 y4 y5 1 1 5 9 13 17
2 2 6 10 NA 18
3 3 7 NA 14 19
4 4 NA 11 15 20
5 NA 8 12 16 21
6 1 5 9 13 17
7 2 6 10 NA 18
8 3 7 NA 14 19
9 4 NA 11 15 20
10 NA 8 12 16 21
11 1 5 9 13 17
12 2 6 10 NA 18
13 3 7 NA 14 19
14 4 NA 11 15 20
15 NA 8 12 16 21
16 1 5 9 13 17
17 2 6 10 NA 18
18 3 7 NA 14 19
19 4 NA 11 15 20
20 NA 8 12 16 21
> head(ry,10) display first 10 elements
y1 y2 y3 y4 y5 1 1 5 9 13 17
2 2 6 10 NA 18
3 3 7 NA 14 19
4 4 NA 11 15 20
5 NA 8 12 16 21
6 1 5 9 13 17
7 2 6 10 NA 18
8 3 7 NA 14 19
9 4 NA 11 15 20
10 NA 8 12 16 21
> tail(ry) display last 6 elements y1 y2 y3 y4 y5 15 NA 8 12 16 21
16 1 5 9 13 17
17 2 6 10 NA 18
 


	38. R PROGRAMMING (R16)  II B.Tech I SEM
38
18 3 7 NA 14 19
19 4 NA 11 15 20
20 NA 8 12 16 21 > ry[1,] y1 y2 y3 y4 y5
1 1 5 9 13 17
> ry[,1]
[1] 1 2 3 4 NA 1 2 3 4 NA 1 2 3 4 NA 1 2 3 4 NA
> ry[,c(2,3)] display 2 3 elements
y2 y3 1 5 9
2 6 10
3 7 NA
4 NA 11
5 8 12
6 5 9
7 6 10
8 7 NA
9 NA 11
10 8 12
11 5 9
12 6 10
13 7 NA
14 NA 11
15 8 12
16 5 9
17 6 10
18 7 NA
19 NA 11
20 8 12
> ry[c(2:20),] display all elements from 2 to 20 elements
y1 y2 y3 y4 y5 2 2 6 10 NA 18
3 3 7 NA 14 19
4 4 NA 11 15 20
5 NA 8 12 16 21
6 1 5 9 13 17
7 2 6 10 NA 18
8 3 7 NA 14 19
9 4 NA 11 15 20
10 NA 8 12 16 21
11 1 5 9 13 17
12 2 6 10 NA 18
13 3 7 NA 14 19
14 4 NA 11 15 20
15 NA 8 12 16 21
16 1 5 9 13 17
17 2 6 10 NA 18
18 3 7 NA 14 19
19 4 NA 11 15 20
20 NA 8 12 16 21
> ry$y1
[1] 1 2 3 4 NA 1 2 3 4 NA 1 2 3 4 NA 1 2 3 4 NA > ry$y2
[1] 5 6 7 NA 8 5 6 7 NA 8 5 6 7 NA 8 5 6 7 NA 8
> ry$y3
[1] 9 10 NA 11 12 9 10 NA 11 12 9 10 NA 11 12 9 10 NA 11 12 > ry$y4
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[1] 13 NA 14 15 16 13 NA 14 15 16 13 NA 14 15 16 13 NA 14 15 16
> ry[,c("y1","y2")] y1 y2 1 1 5
2 2 6
3 3 7
4 4 NA
5 NA 8
6 1 5
7 2 6
8 3 7
9 4 NA
10 NA 8
11 1 5
12 2 6
13 3 7
14 4 NA
15 NA 8
16 1 5
17 2 6
18 3 7
19 4 NA
20 NA 8 > ry[!is.na(ry$y1),] y1 y2 y3 y4 y5 1 1 5 9 13 17
2 2 6 10 NA 18
3 3 7 NA 14 19
4 4 NA 11 15 20
6 1 5 9 13 17
7 2 6 10 NA 18
8 3 7 NA 14 19
9 4 NA 11 15 20
11 1 5 9 13 17
12 2 6 10 NA 18
13 3 7 NA 14 19
14 4 NA 11 15 20
16 1 5 9 13 17
17 2 6 10 NA 18
18 3 7 NA 14 19
19 4 NA 11 15 20 > is.na(ry$a) logical(0)
Warning message:
In is.na(ry$a) : is.na() applied to non-(list or vector) of type 'NULL'
> is.na(ry$y1)
[1] FALSE FALSE FALSE FALSE TRUE FALSE FALSE FALSE FALSE TRUE FALSE FALSE
[13] FALSE FALSE TRUE FALSE FALSE FALSE FALSE TRUE
> is.na(ry$y2)
[1] FALSE FALSE FALSE TRUE FALSE FALSE FALSE FALSE TRUE FALSE FALSE FALSE
[13] FALSE TRUE FALSE FALSE FALSE FALSE TRUE FALSE >
Data frame is a two dimensional data structure in R. It is a special case of a list which has
each component of equal length. Each component form the column and contents of the
component form the rows. We can check if a variable is a data frame or not using the class()
function.
>x
SN AgeName
1121John
2215Dora
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>typeof(x)# data frame is a special case of list
[1]"list"
>class(x)
[1]"data.frame"
In this example, x can be considered as a list of 3 components with each component having a
two element vector. Some useful functions to know more about a data frame are given below.
>names(x)
[1]"SN""Age""Name"
>ncol(x)
[1]3
>nrow(x)
[1]2
>length(x)# returns length of the list, same as ncol() [1]3
Creating a Data Frame
We can create a data frame using the data.frame() function. For example, the above shown data
frame can be created as follows.
> x <-data.frame("SN"=1:2,"Age"=c(21,15),"Name"=c("John","Dora"))
>str(x)# structure of x
'data.frame':2 obs.of 3 variables:
$ SN :int12
$ Age:num2115
$ Name:Factor w/2 levels "Dora","John":21
Notice above that the third column, Name is of type factor, instead of a character vector. By
default, data.frame() function converts character vector into factor. To suppress this behavior, we
can pass the argument stringsAsFactors=FALSE.
> x <-
data.frame("SN"=1:2,"Age"=c(21,15),"Name"=c("John","Dora"),stringsAsFactors=F ALSE)
>str(x)# now the third column is a character vector
'data.frame':2 obs.of 3 variables:
$ SN :int12
$ Age:num2115
$ Name:chr"John""Dora"
Many data input functions of R like, read.table(), read.csv(), read.delim(), read.fwf() also read
data into a data frame.
Accessing Components in Data Frame
Components of data frame can be accessed like a list or like a matrix.
Accessing like a list
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We can use either [, [[ or$ operator to access columns of data frame.
>x["Name"]
Name
1John
2Dora
>x$Name
[1]"John""Dora"
>x[["Name"]]
[1]"John""Dora"
>x[[3]]
[1]"John""Dora"
Accessing with [[ or$ is similar. However, it differs for [ in that, indexing with [ will return us a
data frame but the other two will reduce it into a vector.
Accessing like a matrix
Data frames can be accessed like a matrix by providing index for row and column. To illustrate
this, we use datasets already available in R. Datasets that are available can be listed with the
command library(help = "datasets"). We will use the trees dataset which contains Girth,
Height and Volume for Black Cherry Trees. A data frame can be examined using functions like
str() and head().
>str(trees)
'data.frame':31 obs. of 3 variables:
$ Girth:num8.38.68.810.510.710.8111111.111.2...
$ Height:num70656372818366758075...
$ Volume:num10.310.310.216.418.819.715.618.222.619.9...
>head(trees,n=3)
GirthHeightVolume
18.37010.3 28.66510.3
38.86310.2
We can see that trees is a data frame with 31 rows and 3 columns. We also display the first 3
rows of the data frame. Now we proceed to access the data frame like a matrix.
>trees[2:3,]# select 2nd and 3rd row
GirthHeightVolume
28.66510.3
38.86310.2
>trees[trees$Height>82,]# selects rows with Height greater than 82
GirthHeightVolume
610.88319.7
1712.98533.8
1813.38627.4
3120.68777.0
>trees[10:12,2]
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[1]757976
We can see in the last case that the returned type is a vector since we extracted data from a
single column. This behavior can be avoided by passing the argument drop=FALSE as follows.
>trees[10:12,2, drop=FALSE]
Height
1075
1179
1276
Modifying a Data Frame
Data frames can be modified like we modified matrices through reassignment.
>x
SN AgeName
1121John
2215Dora
>x[1,"Age"]<-20; x
SN AgeName
1120John
2215Dora
Adding Components
Rows can be added to a data frame using the rbind() function.
>rbind(x,list(1,16,"Paul"))
SN AgeName
1120John
2215Dora
3116Paul
Similarly, we can add columns using cbind().
>cbind(x,State=c("NY","FL"))
SN AgeNameState
1120John NY
2215Dora FL
Since data frames are implemented as list, we can also add new columns through simple list-
like assignments.
>x
SN AgeName
1120John
2215Dora
>x$State<- c("NY","FL"); x
SN AgeNameState
1120John NY
2215Dora FL
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Deleting Component
Data frame columns can be deleted by assigning NULL to it.
>x$State<- NULL
>x
SN AgeName
1120John
2215Dora
Similarly, rows can be deleted through reassignments.
> x <-x[-1,]
>x
SN AgeName 2215Dora
Following are the characteristics of a data frame.
• The column names should be non-empty.
• The row names should be unique.
• The data stored in a data frame can be of numeric, factor or character type.
• Each column should contain same number of data items. Model 2: Create Data
Frame
Following are the characteristics of a data frame.
• The column names should be non-empty.
• The row names should be unique.
• The data stored in a data frame can be of numeric, factor or character type.
• Each column should contain same number of data items.
# Create the data frame. emp.data<-data.frame( emp_id= c (1:5),
emp_name=c("Rick","Dan","Michelle","Ryan","Gary"), salary=
c(623.3,515.2,611.0,729.0,843.25),
start_date=as.Date(c("2012-01-01","2013-09-23","2014-11-15","2014-05-11",
"2015-03-27")), stringsAsFactors= FALSE
)
# Print the data frame.
print(emp.data)
When we execute the above code, it produces the following result −
emp_idemp_name salary start_date 1 1 Rick 623.30 2012-01-01
2 2 Dan 515.20 2013-09-23
3 3 Michelle 611.00 2014-11-15
4 4 Ryan 729.00 2014-05-11
5 5 Gary 843.25 2015-03-27
Get the Structure of the Data Frame
The structure of the data frame can be seen by using str() function.
# Get the structure of the data frame. str(emp.data)
 


	44. R PROGRAMMING (R16)  II B.Tech I SEM
44
Summary of Data in Data Frame
# Print the summary. print(summary(emp.data))
Extract Data from Data Frame
Extract specific column from a data frame using column name.
# Create the data frame. emp.data<-data.frame( emp_id= c (1:5),
emp_name=c("Rick","Dan","Michelle","Ryan","Gary"), salary=
c(623.3,515.2,611.0,729.0,843.25),
start_date=as.Date(c("2012-01-01","2013-09-23","2014-11-15","2014-05-11",
"2015-03-27")), stringsAsFactors= FALSE
)
# Extract Specific columns. result<-data.frame(emp.data$emp_name,emp.data$salary)
print(result)
When we execute the above code, it produces the following result −
emp.data.emp_nameemp.data.salary
1 Rick 623.30
2 Dan 515.20
3 Michelle 611.00
4 Ryan 729.00
5 Gary 843.25
Extract the first two rows and then all columns
# Create the data frame. emp.data<-data.frame( emp_id= c (1:5),
emp_name=c("Rick","Dan","Michelle","Ryan","Gary"), salary=
c(623.3,515.2,611.0,729.0,843.25),
start_date=as.Date(c("2012-01-01","2013-09-23","2014-11-15","2014-05-11",
"2015-03-27")), stringsAsFactors= FALSE )
# Extract first two rows. result<-emp.data[1:2,] print(result)
When we execute the above code, it produces the following result −
emp_idemp_name salary start_date 1 1 Rick 623.3 2012-01-01
2 2 Dan 515.2 2013-09-23
Extract 3rd
and 5th
row with 2nd
and 4th
column
# Create the data frame. emp.data<-data.frame( emp_id= c (1:5),
emp_name=c("Rick","Dan","Michelle","Ryan","Gary"), salary=
c(623.3,515.2,611.0,729.0,843.25),
start_date=as.Date(c("2012-01-01","2013-09-23","2014-11-15","2014-0511",
"2015-03-27")), stringsAsFactors= FALSE
)
# Extract 3rd and 5th row with 2nd and 4th column. result<-emp.data[c(3,5),c(2,4)]
print(result)
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When we execute the above code, it produces the following result −
emp_namestart_date
3 Michelle 2014-11-15
5 Gary 2015-03-27
Expand Data Frame
A data frame can be expanded by adding columns and rows.
Add Column
Just add the column vector using a new column name.
# Create the data frame. emp.data<-data.frame( emp_id= c (1:5),
emp_name=c("Rick","Dan","Michelle","Ryan","Gary"), salary=
c(623.3,515.2,611.0,729.0,843.25),
start_date=as.Date(c("2012-01-01","2013-09-23","2014-11-15","2014-05-11",
"2015-03-27")), stringsAsFactors= FALSE
)
# Add the "dept" coulmn.
emp.data$dept<-c("IT","Operations","IT","HR","Finance") v <-emp.data
print(v)
When we execute the above code, it produces the following result −
emp_idemp_name salary start_date dept
1 1 Rick 623.30 2012-01-01 IT
2 2 Dan 515.20 2013-09-23 Operations
3 3 Michelle 611.00 2014-11-15 IT
4 4 Ryan 729.00 2014-05-11 HR
5 5 Gary 843.25 2015-03-27 Finance
Dataframe have some Useful functions:
• head() - see first 6 rows
• tail() - see last 6 rows
• dim() - see dimensions
• nrow() - number of rows
• ncol() - number of columns
• str() - structure of each column
• names() - will list the names attribute for a data frame (or any object really), which gives
the column names.
Arrays in R programming:Arrays are the R data objects which can store data in more than
two dimensions (or ) matrices .For example − If we create an array of dimension (2, 3, 4)
then it creates 4 rectangular matrices each with 2 rows and 3 columns. Arrays can store only
data type.
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An array is created using the array() function. It takes vectors as input and uses the values in
the dim parameter to create an array.
Example
The following example creates an array of two 3x3 matrices each with 3 rows and 3 columns.
# Create two vectors of different lengths.
vector1 <-c(5,9,3)
vector2 <-c(10,11,12,13,14,15)
# Take these vectors as input to the array.
result<- array(c(vector1,vector2),dim = c(3,3,2)) print(result)
When we execute the above code, it produces the following result −
, , 1
[,1] [,2] [,3]
[1,] 5 10 13
[2,] 9 11 14
[3,] 3 12 15
, , 2
[,1] [,2] [,3]
[1,] 5 10 13
[2,] 9 11 14
[3,] 3 12 15
Naming Columns and Rows
We can give names to the rows, columns and matrices in the array by using the dimnames
parameter.
# Create two vectors of different lengths. vector1 <-c(5,9,3) vector2 <-c(10,11,12,13,14,15)
column.names<-c("COL1","COL2","COL3") row.names<-c("ROW1","ROW2","ROW3")
matrix.names<-c("Matrix1","Matrix2")
# Take these vectors as input to the array. result <- array(c(vector1,vector2),dim =
c(3,3,2),dimnames= list(column.names,row.names, matrix.names)) print(result)
When we execute the above code, it produces the following result −
, , Matrix1
ROW1 ROW2 ROW3
COL1 5 10 13
COL2 9 11 14
COL3 3 12 15
, , Matrix2
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ROW1 ROW2 ROW3
COL1 5 10 13
COL2 9 11 14
COL3 3 12 15
Accessing Array Elements
# Create two vectors of different lengths.
vector1 <-c(5,9,3) vector2 <-c(10,11,12,13,14,15) column.names<-c("COL1","COL2","COL3")
row.names<-c("ROW1","ROW2","ROW3") matrix.names<-c("Matrix1","Matrix2")
# Take these vectors as input to the array. result<- array(c(vector1,vector2),dim =
c(3,3,2),dimnames= list(column.names, row.names,matrix.names))
# Print the third row of the second matrix of the array. print(result[3,,2])
# Print the element in the 1st row and 3rd column of the 1st matrix.
print(result[1,3,1])
# Print the 2nd Matrix.
print(result[,,2])
When we execute the above code, it produces the following result −
ROW1 ROW2 ROW3
3 12 15
[1] 13
ROW1 ROW2 ROW3
COL1 5 10 13
COL2 9 11 14
COL3 3 12 15
Manipulating Array Elements
As array is made up matrices in multiple dimensions, the operations on elements of array are
carried out by accessing elements of the matrices.
# Create two vectors of different lengths. vector1 <-c(5,9,3)
vector2 <-c(10,11,12,13,14,15)
# Take these vectors as input to the array.
array1 <- array(c(vector1,vector2),dim = c(3,3,2))
# Create two vectors of different lengths. vector3 <-c(9,1,0) vector4 <-c(6,0,11,3,14,1,2,6,9)
array2 <- array(c(vector1,vector2),dim = c(3,3,2))
# create matrices from these arrays.
matrix1 <-array1[,,2] matrix2 <-array2[,,2]
# Add the matrices.
result<- matrix1+matrix2 print(result)
When we execute the above code, it produces the following result −
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[,1] [,2] [,3]
[1,] 10 20 26
[2,] 18 22 28
[3,] 6 24 30
Calculations Across Array Elements
We can do calculations across the elements in an array using the apply() function. Syntax
apply(x, margin, fun)
Following is the description of the parameters used −
• x is an array.
• margin is the name of the data set used.
• fun is the function to be applied across the elements of the array.
Example
We use the apply() function below to calculate the sum of the elements in the rows of an array
across all the matrices.
# Create two vectors of different lengths. vector1 <-c(5,9,3)
vector2 <-c(10,11,12,13,14,15)
# Take these vectors as input to the array. new.array<- array(c(vector1,vector2),dim =
c(3,3,2)) print(new.array)
# Use apply to calculate the sum of the rows across all the matrices. result<- apply(new.array,
c(1), sum)
print(result)
When we execute the above code, it produces the following result −
, , 1
[,1] [,2] [,3]
[1,] 5 10 13
[2,] 9 11 14
[3,] 3 12 15
, , 2
[,1] [,2] [,3]
[1,] 5 10 13
[2,] 9 11 14
[3,] 3 12 15
[1] 56 68 60
Factors in R : Factors are the data objects which are used to categorize the data and store it
as levels. They can store both strings and integers. They are useful in the columns which have
a limited number of unique values. Like "Male, "Female" and True, False etc. They are useful in
data analysis for statistical modeling.
Factors are created using the factor () function by taking a vector as input.
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Variables in factors: Variables mainly four categories 1.Categorical Variable:
Gender:male,female
Party:democratic,republication
Bloodgroup: A,B ,AB,O
2.Ordinal Variables: low,medium,high,
Slow,fast,faster
3.Interval Variables:$10 to $20
$20 to 30
$30 t0 40
4.Numerical Variables:1St
,2nd
3rd
>gender<-c(―single‖,‖married‖,‖married‖,‖single‖)
[1]single marriedmarried single
Levels: married single
Here, we can see that factor x has four elements and two levels. We can check if a variable is a
factor or not using class() function. Similarly, levels of a factor can be checked using the levels()
function.
>class(x)
[1]"factor"
>levels(x)
[1]"married""single"
Creating a Factor:We can create a factor using the function factor(). Levels of a factor are
inferred from the data if not provided.
tshirt<-c("m","l","s","s","l","l","m","m")
>tshirt_fact<-factor(tshirt)
>printtshirt_fact)
Error: unexpected ')' in "printtshirt_fact)"
>print(tshirt_fact)
[1] m l s s l l m m
Levels: l m s
>str(tshirt_fact)
Factor w/ 3 levels "l","m","s": 2 1 3 3 1 1 2 2
> gender<-c("male","female","single","widowd","male","female")
>print(gender)
[1] "male" "female" "single" "widowd" "male" "female"
>fact_gender<-factor(gender)
>print(fact_gender)
[1] male female single widowd male female
Levels: female male single widowd
>str(fact_gender)
Factor w/ 4 levels "female","male",..: 2 1 3 4 2 1
>We can see from the above example that levels may be predefined even if not used.
Factors are closely related with vectors. In fact, factors are stored as integer vectors. This is
clearly seen from its structure.
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> x <- factor(c("single","married","married","single"))
>str(x)
Factor w/2 levels "married","single":2112
We see that levels are stored in a character vector and the individual elements are actually
stored as indices.
Factors are also created when we read non-numerical columns into a data frame. By default,
data.frame() function converts character vector into factor. To suppress this behavior, we have
to pass the argument stringsAsFactors=FALSE.
Accessing Components in Factor
Accessing components of a factor is very much similar to that of vectors.
>x
[1]single marriedmarried single
Levels: married single
>x[3]# access 3rd element
[1]married
Levels: married single
> x[c(2,4)]# access 2nd and 4th element
[1]married single
Levels: married single
>x[-1]# access all but 1st element
[1]marriedmarried single
Levels: married single
>x[c(TRUE, FALSE, FALSE, TRUE)]# using logical vector
[1]singlesingle
Levels: married single
Modifying a Factor: Components of a factor can be modified using simple assignments.
However, we cannot choose values outside of its predefined levels.
>x
[1]single marriedmarried single
Levels: single married divorced
>x[2]<-"divorced"# modify second element; x
[1]single divorced married single
Levels: single married divorced
>x[3]<-"widowed"# cannot assign values outside levels Warning message:
In`[<-.factor`(`*tmp*`,3, value ="widowed"):
invalid factor level, NA generated
>x
[1]single divorced <NA> single
Levels: single married divorced
A workaround to this is to add the value to the level first.
>levels(x)<- c(levels(x),"widowed")# add new level
>x[3]<-"widowed"
>x
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[1]single divorced widowed single
Levels: single married divorced widowed
UNIT-II
STRUCTURES IN R PROGRAMMING
Structures in R programming are 8 different ways: THOSE ARE FOLLOWING WAYS
1. R FLOW CONTROL(or) Contro Statements in R
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Decision making is an important part of programming. This can be achieved in R programming
using the conditional if...else statement. if statement
Syntax of if statement
if(test_expression){ statement }
If the test_expression is TRUE, the statement gets executed. But if it's FALSE, nothing happens. Here,
test_expression can be a logical or numeric vector, but only the first element is taken into
consideration. In the case of numeric vector, zero is taken as FALSE, rest as TRUE. Example of if
statement
x <-5 if(x >0){
print("Positive number") }
Output
[1] "Positive number"
if...else statement
Syntax of if...else statement
if(test_expression){ statement1 }else{ statement2 }
The else part is optional and is evaluated if test_expression is FALSE. It is important to note that else
must be in the same line as the closing braces of the if statements. Example of if...else
statement
x <--5 if(x >0){
print("Non-negative number")
}else{
print("Negative number") }
Output
[1] "Negative number"
The above conditional can also be written in a single line as follows.
if(x >0)print("Non-negative number")elseprint("Negative number")
This feature of R allows us to write construct as shown below.
> x <--5
> y <-if(x >0)5else6
>y
[1]6
Nested if...else statement
We can nest as many if...else statement as we want as follows. Syntax of nested if...else
statement
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if( test_expression1){ statement1
}elseif( test_expression2){ statement2
}elseif( test_expression3){ statement3 }else statement4
Only one statement will get executed depending upon the test_expressions.
Example of nested if...else statement
x <-0 if(x <0){
print("Negative number")
}elseif(x >0){ print("Positive number")
}else print("Zero")
Output
[1] "Zero"
R Programming ifelse() Function
Vectors form the basic building block of R programming. Most of the functions in R take vector
as input and output a resultant vector. This vectorization of code, will be much faster than
applying the same function to each element of the vector individually.
Similar to this concept, there is a vector equivalent form of the if...else statement in R, the ifelse()
function.
Syntax of ifelse() function
ifelse(test_expression,x,y)
Here, test_expression must be a logical vector (or an object that can be coerced to logical). The
return value is a vector with the same length as test_expression. This returned vector has element
from x if the corresponding value of test_expression is TRUE or from y if the corresponding value of
test_expression is FALSE. This is to say, the i-th element of result will be x[i] if test_expression[i] is TRUE else it
will take the value of y[i]. The vectors x and y are recycled whenever necessary.
Example of ifelse() function
> a =c(5,7,2,9)
>ifelse(a %%2==0,"even","odd")
[1]"odd""odd""even""odd"
In the above example, the test_expression is a %% 2 == 0 which will result into the vector
(FALSE,FALSE,TRUE ,FALSE). Similarly, the other two vectors in the function argument gets recycled to
("even","even","even","even") and ("odd","odd","odd","odd") respectively. And hence the
result is evaluated accordingly
ITERATIVE STATEMENTS or LOOPING STATEMENTS: LOOP,WHILE STATEMENTS ARE
LOOPING STATEMENTS
2.R Programming for loop
A for loop is used to iterate over a vector, in R programming.
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Syntax of for loop
for(valin sequence){ statement }
Here, sequence is a vector and val takes on each of its value during the loop. In each iteration,
statement is evaluated.
Example of for loop
Below is an example to count the number of even numbers in a vector.
x <-c(2,5,3,9,8,11,6) count<-0 for(valin x){
if(val%%2==0) count = count+1
} print(count)
Output
[1] 3
In the above example, the loop iterates 7 times as the vector x has 7 elements. In each
iteration, val takes on the value of corresponding element of x. We have used a counter to
count the number of even numbers in x. We can see that x contains 3 even numbers.
3.R Programming while loop:
In R programming, while loops are used to loop until a specific condition is met. Syntax of
while loop
while(test_expression){ statement }
Here, test_expression is evaluated and the body of the loop is entered if the result is TRUE. The
statements inside the loop are executed and the flow returns to evaluate the
test_expression again. This is repeated each time until test_expression evaluates to FALSE, in
which case, the loop exits. Example of while loop
i <-1 while(i <6){ print(i) i = i+1 } Output
[1] 1
[1] 2
[1] 3
[1] 4
[1] 5
In the above example, iis initialized to 1. Here, the test_expression is i < 6 which evaluates to
TRUE since 1 is less than 6. So, the body of the loop is entered and iis printed and
incremented. Incrementing iis important as this will eventually meet the exit condition. Failing
to do so will result into an infinite loop. In the next iteration, the value of i is 2 and the loop
continues. This will continue until itakes the value 6. The condition 6 < 6 will give FALSE and
the loop finally exits.
4.R Programming repeat loop
A repeat loop is used to iterate over a block of code multiple number of times. There is no
condition check in repeat loop to exit the loop. We must ourselves put a condition explicitly
inside the body of the loop and use the break statement to exit the loop. Failing to do so will
result into an infinite loop.
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Syntax of repeat loop
repeat { statement }
In the statement block, we must use the break statement to exit the loop. Example of repeat loop
x <-1 repeat{ print(x) x = x+1 if(x ==6){ break }
} Output
[1] 1
[1] 2
[1] 3
[1] 4
[1] 5
In the above example, we have used a condition to check and exit the loop when x takes the
value of 6. Hence, we see in our output that only values from 1 to 5 get printed.
5.R Programming break statement
In R programming, a normal looping sequence can be altered using the break or the next
statement.
break statement
A break statement is used inside a loop to stop the iterations and flow the control outside of the
loop. In a nested looping situation, where there is a loop inside another loop, this statement
exits from the innermost loop that is being evaluated.
Syntax of break statement
Break
Flowchart of break statement Example of break statement
x <-1:5 for(valin x){ if(val==3){ break } print(val) } Output
[1] 1
[1] 2
In this example, we iterate over the vector x, which has consecutive numbers from 1 to 5.
Inside the for loop we have used a condition to break if the current value is equal to 3. As we
can see from the output, the loop terminates when it encounters the break statement.
6.next statement in R
A next statement is useful when we want to skip the current iteration of a loop without
terminating it. On encountering next, the R parser skips further evaluation and starts next
iteration of the loop.
Syntax of next statement
next
Example of next statement
x <-1:5 for(valin x){ if(val==3){ next } print(val)
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}
Output
[1] 1
[1] 2
[1] 4
[1] 5
In the above example, we use the next statement inside a condition to check if the value is
equal to 3. If the value is equal to 3, the current evaluation stops (value is not printed) but the
loop continues with the next iteration. The output reflects this situation.
7.R Programming Switch Function:
Like the switch statements in other programming languages, R has a similar construct in the
form of switch() function. Syntax of switch() function
switch(statement, list)
Here, the statement is evaluated and based on this value, the corresponding item in the list is
returned.
Example of switch() function
If the value evaluated is a number, that item of the list is returned.
>switch(2,"red","green","blue")
[1]"green"
>switch(1,"red","green","blue")
[1]"red"
In the above example, "red","green","blue" form a three item list. So, the switch() function returns the
corresponding item to the numeric value evaluated. But if the numeric value is out of range
(greater than the number of items in the list or smaller than 1), then, NULL is returned.
> x <-switch(4,"red","green","blue")
>x
NULL
> x <-switch(0,"red","green","blue")
>x
NULL
The result of the statement can be a string as well. In this case, the matching named item's
value is returned.
>switch("color","color"="red","shape"="square","length"=5) [1]"red"
>switch("length","color"="red","shape"="square","length"=5) [1]5
Check out these examples to learn more:
8. R – Functions:
A function is a set of statements organized together to perform a specific task. R has a large
number of in-built functions and the user can create their own functions.
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In R, a function is an object so the R interpreter is able to pass control to the function, along
with arguments that may be necessary for the function to accomplish the actions.
The function in turn performs its task and returns control to the interpreter as well as any
result which may be stored in other objects.
Function Definition
An R function is created by using the keyword function. The basic syntax of an R function
definition is as follows −
function_name<-function(arg_1, arg_2,...){
Function body }
Function Components
The different parts of a function are −
• Function Name − This is the actual name of the function. It is stored in R
environment as an object with this name.
• Arguments − An argument is a placeholder. When a function is invoked, you pass a
value to the argument. Arguments are optional; that is, a function may contain no
arguments. Also arguments can have default values.
• Function Body − The function body contains a collection of statements that defines
what the function does. Return Value − The return value of a function is the last
expression in the function body to be evaluated.
R has many in-built functions which can be directly called in the program without defining
them first. We can also create and use our own functions referred as user defined functions.
Built-in Function
Simple examples of in-built functions are seq(), mean(), max(), sum(x) and paste(...) etc.
They are directly called by user written programs. You can refer most widely used R functions.
# Create a sequence of numbers from 32 to 44. print(seq(32,44))
# Find mean of numbers from 25 to 82.
print(mean(25:82))
# Find sum of numbers frm 41 to 68.
print(sum(41:68))
When we execute the above code, it produces the following result −
[1] 32 33 34 35 36 37 38 39 40 41 42 43 44
[1] 53.5
[1] 1526
User-defined Function
We can create user-defined functions in R. They are specific to what a user wants and once
created they can be used like the built-in functions. Below is an example of how a function is
created and used.
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# Create a function to print squares of numbers in sequence. new.function<-function(a){ for(i
in1:a){ b <- i^2 print(b) }
}
Calling a Function
# Create a function to print squares of numbers in sequence. new.function<-function(a){ for(i
in1:a){ b <- i^2 print(b)
}
}
# Call the function new.function supplying 6 as an argument. new.function(6)
When we execute the above code, it produces the following result −
[1] 1
[1] 4
[1] 9
[1] 16
[1] 25
[1] 36
Calling a Function without an Argument
# Create a function without an argument.
new.function<-function(){ for(i in1:5){ print(i^2) }
}
# Call the function without supplying an argument. new.function()
When we execute the above code, it produces the following result −
[1] 1
[1] 4
[1] 9
[1] 16
[1] 25
Calling a Function with Argument Values (by position and by name)
The arguments to a function call can be supplied in the same sequence as defined in the
function or they can be supplied in a different sequence but assigned to the names of the
arguments.
# Create a function with arguments.
new.function<-function(a,b,c){ result<- a * b + c print(result)
}
# Call the function by position of arguments.
new.function(5,3,11)
# Call the function by names of the arguments. new.function(a =11, b =5, c =3)
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When we execute the above code, it produces the following result −
[1] 26
[1] 58
Calling a Function with Default Argument
We can define the value of the arguments in the function definition and call the function
without supplying any argument to get the default result. But we can also call such functions
by supplying new values of the argument and get non default result.
# Create a function with arguments. new.function<-function(a =3, b =6){ result<- a * b
print(result)
}
# Call the function without giving any argument. new.function()
# Call the function with giving new values of the argument. new.function(9,5)
When we execute the above code, it produces the following result −
[1] 18
[1] 45
Lazy Evaluation of Function
Arguments to functions are evaluated lazily, which means so they are evaluated only when
needed by the function body.
# Create a function with arguments.
new.function<-function(a, b){ print(a^2) print(a) print(b)
}
# Evaluate the function without supplying one of the arguments. new.function(6)
When we execute the above code, it produces the following result −
[1] 36
[1] 6
Error in print(b) : argument "b" is missing, with no default
Multiple Returns
The return() function can return only a single object. If we want to return multiple values in R, we
can use a list (or other objects) and return it. Following is an example.
multi_return<- function() {
my_list<- list("color" = "red", "size" = 20, "shape" = "round") return(my_list) }
Here, we create a list my_list with multiple elements and return this single list.
> a <- multi_return()
>a$color
[1] "red"
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>a$size
[1] 20
>a$shape
[1] "round"
*R Programming Environment and Scope
In order to write functions in a proper way and avoid unusual errors, we need to know the
concept of environment and scope in R.
R Programming Environment
Environment can be thought of as a collection of objects (functions, variables etc.). An
environment is created when we first fire up the R interpreter. Any variable we define, is now
in this environment. The top level environment available to us at the R command prompt is
the global environment called R_GlobalEnv. Global environment can be referred to as .GlobalEnv in R
codes as well. We can use the ls() function to show what variables and functions are defined in
the current environment. Moreover, we can use the environment() function to get the current
environment.
> a <- 2
> b <- 5
> f <- function(x) x<-0
>ls()
[1] "a" "b" "f"
> environment()
<environment: R_GlobalEnv>
> .GlobalEnv
<environment: R_GlobalEnv>
In the above example, we can see that a, b and f are in the R_GlobalEnv environment. Notice that x
(in the argument of the function) is not in this global environment. When we define a function,
a new environment is created. In the above example, the function f creates a new environment
inside the global environment. Actually an environment has a frame, which has all the objects
defined, and a pointer to the enclosing (parent) environment. Hence, x is in the frame of the
new environment created by the function f. This environment will also have a pointer to
R_GlobalEnv. Consider the following example for more clarification of the cascading of
environments.
f <- function(f_x){ g <- function(g_x){ print("Inside g") print(environment())
print(ls())
} g(5) print("Inside f") print(environment()) print(ls()) }
Now when we run it from the command prompt, we get.
> f(6)
[1] "Inside g"
<environment: 0x0000000010c2bdc8>
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