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	3. History of Python
Python  was invented by Guido van Rossum in 1991 at CWI in Netherland. The idea of Python
programming language has taken from the ABC programming language or we can say that ABC is a
predecessor of Python language.
There is also a fact behind the choosing name Python. Guido van Rossum was a fan of the popular BBC
comedy show of that time, "Monty Python's Flying Circus". So he decided to pick the name
Python for his newly created programming language.
Python has the vast community across the world and releases its version within the short period.
What is Python
Python is a general purpose, dynamic, high-level, and interpreted programming language. It supportsObject
Oriented programming approach to develop applications. It is simple and easy to learn and provides lots of high-
level data structures.
Python is easy to learn yet powerful and versatile scripting language, which makes it attractive for
Application Development.
Python's syntax and dynamic typing with its interpreted nature make it an ideal language for scripting
and rapid application development.
Python supports multiple programming pattern, including object-oriented, imperative, and functional
or procedural programming styles.
Python is not intended to work in a particular area, such as web programming. That is why it is known
as multipurpose programming language because it can be used with web, enterprise, 3D CAD, etc.
We don't need to use data types to declare variable because it is dynamically typed so we can write
a=10 to assign an integer value in an integer variable.
 


	4. Why Python
Python provides  many useful features to the programmer. These features make it most popular and
widely used language. We have listed below few-essential feature of Python.
o Easy to use and Learn
o Interpreted Language
o Object-Oriented Language
o Open Source Language
o Extensible
o Learn Standard Library
o GUI Programming Support
o Integrated
o Embeddable
o Dynamic Memory Allocation
o Wide Range of Libraries and Frameworks
Where Python Can be Used
The various areas of Python use are given below.
o Data Science
o Date Mining
o Desktop Applications
o Console-based Applications
o Mobile Applications
o Software Development
o Artificial Intelligence
o Web Applications
o Enterprise Applications
o 3D CAD Applications
o Machine Learning
o Computer Vision or Image Processing Applications.
o Speech Recognitions
 


	5. Who Uses Python?
1.  YouTube
2. Google
3. DropBox
4. RospBerryPI
5. BitTorrent
6. NASA
7. NSA
8. NETFLIX
9. Yahoo
10. Honeywell , HP , Philips and United Space Alliance
input():
Input and out function of Python
Python has a built-in function named input () to read input data from the keyboard. Its
syntax is as follows:
var = input(prompt)
This function first takes the input from the user and then evaluates the expression, which
means Python automatically identifies whether user entered a string or a number or list. If
the input provided is not correct then either syntax error or exception is raised by python.
# eg: Python program showing a use of input()
val = input ("Enter your value: ")
print(val)
How the input function works in Python :
1. When input() function executes program flow will be stopped until the user has
given an input.
2. The text or message display on the output screen to ask a user to enter input value
is optional i.e. the prompt, will be printed on the screen is optional.
 


	6. 3. Whatever you  enter as input, input function convert it into a string. if you enter an
integer value still input() function convert it into a string. You need to explicitly convert it
into an integer in your code using typecasting.
Ex: Program to check input type in Python
num = input ("Enter number :")
print(num)
name1 = input("Enter name : ")
print(name1)
# Printing type of input value
print ("type of number", type(num)) print ("type of
name", type(name1))
print()
The print() function prints the specified message to the screen, or other standard output
device. The message can be a string, or any other object, the object will be converted into
a string before written to the screen.
Syntax:
print(value(s),sep=‘ ‘,end=‘n’, file=file, flush=flush)
Parameters:
value(s): Any value, and as many as you like. Will be converted to string before
printed sep=’separator’: (Optional) Specify how to separate the objects, if there is
more than one. Default:’ ‘ end=’end’: (Optional) Specify what to print at the end.
Default: ‘n’ file: (Optional) An object with a write method. Default: sys. stdout
flush: (Optional) A Boolean, specifying if the output is flushed (True) or buffered
(False). Default: False
Python | sep parameter in print ()
The separator between the arguments to print () function in Python is space by default
(softspace feature), which can be modified and can be made to any character, integer or
 


	7. string as per  our choice. The ‘sep’ parameter is used to achieve the same, it is found only in
python 3.x or later. It is also used for formatting the output strings.
eg:
#code for disabling the softspace feature print ('k','i','r','a',’n’, sep='')
#for formatting a date
print ('13','04,'2021', sep='-')
#another example
print ('KIRAN','KOSMIKTECHNOLOGIES JNTU', sep='@')
The sep parameter when used with end parameter it produces awesome results.
Some examples by combining the sep and end parameter.
#n provides new line after printing the year print ('22','12', DEC='-',
end='-2018n')
print ('KIRANA','KOSMIKTECHNOLOGIES, sep='', end='@') print('PYTHON')
Python | end parameter in print ()
By default, python’s print () function ends with a newline. A programmer with C/C++
background may wonder how to print without newline.
Python’s print () function comes with a parameter called ‘end’. By default, the value of this
parameter is ‘n’, i.e. the new line character. You can end a print statement with any
character/string using this parameter.
# This Python program must be run with # ends the
output with a <space> print ("Welcome to”, end = ' ')
print ("KOSMIKTECHNOLOGIES", end = ' ')
print ("Python”, end = '@')
print ("KOSMIKTECHNOLOGIES ")
Python Comments:
Writing comments for our code is useful for programmers to add notes or explanations of the code.
Commentes are just for reading and python interpreter ignores whatever we write in comments.
Python supports two types of comments.
1 Single lined comment.
2 Multi lined Comment.
 


	8. Single line comment:
In  Python, we use the hash (#) symbol to start writing a comment. If developer want to
only specify one line comment than use single line comment, then comment must start
with #. The symbol(#) indicates the starting of the comment and everything written after
the # considered as comment.
# This is single line comment. (hash or pound)
#print("KOSMIKTECHNOLOGIES ")
#This is a comment
#print out the name of the cityo print('Hyderabad')
Multi-line comments:
If we have comments that extend multiple lines, one way of doing it is to use hash (#) in
the beginning of each line. For example:
#This is a
KOSMIKTECHNOLOGIES
#near JNTU
#HYDERABAD
Another way of doing this is to use triple quotes
These triple quotes are generally used for multi-line strings. But they can be used as
multiline comment as well. Unless they are not docstrings, they do not generate any extra
code.
"""This is program was developed
kiran kumar, senior python trainer in
KOSMIKTECHNOLOGIES, near jntu , hyderabad"""
print("python")
print("KOSMIKTECH")
print("near jntu hyd")"""
 


	9. Data Types in  Python
In programming, data type is an important concept.
Variables can store data of different types, and different types can do different things.
Python has the following data types built-in by default, in these categories:
Text Type: Str
Numeric Types: int, float, complex
Sequence Types: list, tuple, range
Mapping Type: Dict
Set Types: set, frozenset
Boolean Type: Bool
Binary Types: bytes, bytearray, memoryview
1. int datatype:
The int datatype represents an integer number. an integer number is a number
without any decimal point.
Ex-1: 10,20,0,-34...etc are treated as integer number.
Ex-2: a=25
Here, a is called as integer variable, since it is storing 25 value.
In python, there is no limit for the size of an integer datatype. It can store very large
integer numbers conveniently.
We can represent int values in the following ways
``` • Decimal form
````````````` • Binary form
• Octal form
• Hexa decimal form
 


	10. 1. Decimal form(base-10):
It  is the default number system in Python.
The allowed digits are: 0 to 9.
The total number of digits are 10. So, its base value is ‘10’
Ex: a =10
2. Binary form(Base-2):
The allowed digits are : 0 & 1
Binary number start with either 0b or 0B.
The total number of digits are 2. So its base value is ‘2’
Ex:
x = 0B1111
y = 0B10110101 z = 0b1110
3. Octal Form(Base-8):
The allowed digits are : 0 to 7 octal number
start with either with 0o or 0O.
The total number of digits are 8. So its base value is ‘8’
Ex:
x=0o123 y=0o736
4. Hexa-decimal Form(Base-16):
The allowed digits are : 0 to 9, a-f (both lower and upper cases are allowed)
Hexa decimal number Literal value should be prefixed with 0x or 0X
The total number of digits are 16. So its base value is ‘16’
Ex:
a=0XFACE B=0XBeef
c=0XBeer
Note: Being a programmer we can specify literal values in decimal, binary, octal and
hexa-decimal forms. But PVM will always provide values only in decimal form.
a=10
b=0o10
c=0X10
 


	11. d=0B10
print(a) #10
print(b) #8
print(c)  #16
print(d) #2
2. float data type:
The float datatype represents floating point numbers. The floating point number is a
number that contains a decimal point.
Ex: 10.0, 20,0, 45.7,-34.8...etc.
3. Complex Datatype:
Complex number is a number that is written in the form of a+bj form.
Here 'a' represents real part and 'b' represent imaginary part.
Complex numbers are much in use in Python programming.
Ex:
a=4+8j
print(a) print(type(a)
Even we can perform operations on complex type values.
Ex: x=6+2j
y=3+8j z=x+y
print(z)
print(type(z))
 


	12. 4. boolean:
The bool  datatype in python represents boolean values. There are mainly two
boolean values True and False. Python internally True represented by 1 and False
represented by 0. The type of the built-in values True and False. Useful in
conditional expressions, and anywhere else you want to represent the truth or false
of some condition. Mostly interchangeable with the integers 1 and 0. A blank string
like "" is also represented as False.
Ex-1:
Ex-3:
Ex-2:
b=True type(b) =>bool
a=10
b=20 c=a<b
print(c)==>True
True+True==>2
True-False==>1
Ex 4:
x=True y=False
z=x+y
print(z)
5. Strings:
Strings, one of the core data types in Python are used to record textual information
as well as arbitrary collections of bytes.
Python allows strings to be enclosed in single or double quote characters and it also
has a multiline string literal form enclosed in triple quotes (single or double). When
this form is used, all the lines are concatenated together, and end-of-line characters
are added where line breaks appear.
Ex:
s1= "python is a high level language" print(s1)
print(type(s1))
 


	13. 6. Bytes:
bytes data  type represents a group of byte numbers just like an array.
Ex:
x=[11,22,33,44] b=bytes(x)
print(b) print(type(b))
for i in b:
print(i)
Note 1 : bytes object does not supprot item assignment.
b[0]=100 # error , we cannot change its content
7. bytearray:
Ex:
bytearray is exactyly same as bytes data type except that its elements can be
modified.
x=[11,22,33,44] b=bytes(x)
print(b)
print(type(b))
for i in b:
print(i)
b[0]=999
for i in b:
print(i)
Type Casting Functions
To convert a variable value from one type to another type. This conversion is called
Typecasting or Type conversion.
Function Description
int(x ) Converts x to an integer.
float(x) Converts x to a floating-point number.
 


	14. str(x) Converts object  x to a string representation.
complex(l) Creates a complex number
bool( ) Converts othe type to bool type
list(s) Converts s to a list.
tuple(s) Converts s to a tuple.
set(s) Converts s to a set.
dict(d) Creates a dictionary. d must be a sequence of
(key,value) tuples.
ord(x) Converts a single character to its integer value.
hex(x) Converts an integer to a hexadecimal string.
oct(x Converts an integer to an octal string.
bin(x) Converts an integer to binary type
• int( ): We can use this function to convert values from other types to int
Ex:
int(123.7891234)#123
int(10+5j)
TypeError: can't convert complex to int int(True) #
1
int(False) # 0
int("10") # 10 int("10.5")
ValueError: invalid literal for int() with base 10: '10.5' int("ten")
ValueError: invalid literal for int() with base 10: 'ten' int("0B1111")
ValueError: invalid literal for int() with base 10: '0B1111' Note:
1. We can convert from any type to int except complex type.
2. If we want to convert str type to int type, compulsary str should contain only integral
value and should be specified in base-10
• float ( ): We can use float() function to convert other type values to float type.
Ex:
float(10) 10.0
float(10+5j)
 


	15. TypeError: can't convert  complex to float float(True)
# 1.0
float(False) # 0.0
float("10") # 10.0
float("10.5") # 10.5
float("ten")
ValueError: could not convert string to float: 'ten' float("0B1111")
ValueError: could not convert string to float: '0B1111'
Note:
1. We can convert any type value to float type except complex type.
2. Whenever we are trying to convert str type to float type compulsary str should be either
integral or floating point literal and should be specified only in base-10.
• Complex ( ):
We can use complex() function to convert other types to complex type.
Form-1: complex(x)
We can use this function to convert x into complex number with real part x and imaginary
part 0.
Ex:
complex(10)==>10+0j
complex(10.5)===>10.5+0j
complex(True)==>1+0j
complex(False)==>0j
complex("10")==>10+0j
complex("10.5")=>10.5+0j
complex("ten")
ValueError: complex() arg is a malformed string
Form-2: complex(x,y)
We can use this method to convert x and y into complex number such that x will be real
part and y will be imaginary part.
Eg: complex(10,-2)==>10-2j
complex(True,False)==>1+0j
• bool( ): We can use this function to convert other type values to bool type.
Ex:
1) bool(0)==>False
 


	16. 2) bool(1)==>True
3) bool(10)===>True
4)  bool(10.5)===>True
5) bool(0.178)==>True
6) bool(0.0)==>False
7) bool(10-2j)==>True
8) bool(0+1.5j)==>True
9) bool(0+0j)==>False
10) bool("True")==>True
11) bool("False")==>True
12) bool("")==>False
• str( ): We can use this method to convert other type values to str type
Ex:
1) str(10)
2) '10'
3) str(10.5)
4) '10.5'
5) str(10+5j)
6) '(10+5j)'
7) str(True) 8) 'True' type conversion in python by exanple:
v1 = int(2.7) # 2 v2 = int(-3.9) # -
3 v3 = int("2") # 2
v4 = int("11", 16) # 17, base 16 v5 = long(2) v6 =
float(2) # 2.0 v7 = float("2.7") # 2.7 v8 =
float("2.7E-2") # 0.027 v9 = float(False) # 0.0 vA =
float(True) # 1.0 vB = str(4.5) # "4.5" vC = str([1, 3,
5]) # "[1, 3, 5]"
vD = bool(0) # False;bool fn since Python 2.2.1 vE = bool(3) # True
vF = bool([]) # False - empty list vG = bool([False]) # True - non-empty
list vH = bool({})#False-empty dict;same for empty
tuple vI = bool("") # False - empty string vJ = bool(" ") # True -
non-empty string vK = bool(None) # False vL = bool(len) #
True vM = set([1, 2]) vN = list(vM)
vO= list({1: "a", 2: "b"})#dict -> list of keys vP = tuple(vN)
vQ = list("abc") # ['a', 'b', 'c']
print v1, v2, v3, type(v1), type(v2), type(v3)
 


	17. Operators in Python
An  operator is a mathematical symbol, that represents an action.
Operators are the constructs, which can manipulate the value of operands.
Consider the expression 4 + 5 = 9.
Here, 4 and 5 are called the operands and + is called the operator.
Python Supports 6 types of Operators:
1 Arithmetical Operators
2 Relational Operators
3 Logical Operators
4 Bitwise Operators
5 Assignment Operators
6 Special operators
a). Identity opertors
b). Membership operators
• Arithmetical Operators:
Arithmetic operators are used to perform arithmentic operations such as addition,
minus,muliplication ...and so on.
Operator Meaning
+ Addition operator
- Subtraction operator
* Multiplication operator
/ Division operator
% Modulus or remainder operator
** Exponent or power operator
 


	18. // Floor division  operator
Ex:
x = 10
y = 20
print('x + y =',x+y)
print('x - y =',x-y)
print('x * y =',x*y)
print('x / y =',x/y)
print('x // y ',x//y)
print('x ** y =',x**y)
• Relational Operators:
These operators are used to compare the values, and decide the relation among them.
They are also called Relational operators.
Operator Description
== If the values of two operands are equal, then the condition becomes true.
!= If values of two operands are not equal, then condition becomes true.
> If the value of left operand is greater than the value of right operand, then condition
becomes true.
< If the value of left operand is less than the value of right operand, then condition
becomes true.
>= If the value of left operand is greater than or equal to the value of right operand, then
condition becomes true.
<= If the value of left operand is less than or equal to the value of right operand, then
condition becomes true.
 


	19. Ex: x =  10
y = 20
print('x > y is',x>y)
print('x < y is',x<y)
print('x == y is',x==y)
print('x != y is',x!=y)
print('x >= y is',x>=y)
print('x <= y is',x<=y)
• Logical(Boolean) Operators:
These operators are used to combine two or more relational expressions.
Python supports the following logical operators.
Operator Description
and Logical AND If both the operands are true then condition becomes
true.
or Logical OR If any of the two operands are non-zero then condition becomes
true.
not Logical NOT Used to reverse the logical state of its operand.
Ex:
x = True
y = False
print('x and y is',x and y)
print('x or y is',x or y)
print('not x is',not x)
• Bitwise Operators:
These are used to perform bit operations. All the decimal values will be converted into
binary values and bitwise operators will work on these bits such as shifting them left to
right or converting bit value from 0 to 1 etc.
OPERATOR MEANING
 


	20. & Bitwise AND
|  Bitwise OR
^ Bitwise exclusive OR
~ Bitwise complement
<< Shift left
>> Shift right
Bitwise operator works on bits and performs bit-by-bit operation. Assume if a = 60;
and b = 13; Now in binary format they will be as follows −
a = 0011 1100
b = 0000 1101
a&b = 0000 1100
a|b = 0011 1101
a^b = 0011 0001
~a = 1100 0011
<< Binary Left Shift: The left operand's value is moved left by the number of bits
specified by the right operand.
Ex: a << 2 = 240 (means 1111 0000)
>> Binary Right Shift: The left operand's value is moved right by the number of bits
specified by the right operand.
Ex: a >> 2 = 15 (means 0000 1111)
• Assignment Operators:
Assignment operators are used in Python to assign values to variables.
 


	21. a = 5  is a simple assignment operator that assigns the value 5 on the right to the
variable 'a' on the left.
We can combine asignment operator with some other operator to form compound
here are various compound operators in Python like a += 5 that adds to the
variable and later assigns the same. It is equivalent to a = a + 5. assignment
operators in python are:
Operator Example Equivatent
to
= x = 5 x = 5
+= x += 5 x = x + 5
-= x -= 5 x = x - 5
*= x *= 5 x = x * 5
/= x /= 5 x = x / 5
%= x %= 5 x = x % 5
//= x //= 5 x = x // 5
**= x **= 5 x = x ** 5
&= x &= 5 x = x & 5
|= x |= 5 x = x | 5
^= x ^= 5 x = x ^ 5
>>= x >>= 5 x = x >> 5
<<= x <<= 5 x = x << 5
Write a program to demonstrate arithmetic assignment operator
 


	22. m=8
print(m)
m+=35
print(m)
m-=3
print(m)
m*=100
print(m)
m/=3
print(m)
m%=5
print(m)
m//=5
print(m)
m**=3
print(m)
write a program  to demonstrate bitwise assignment operator m=10
print(m)
m&=5
print(m)
m|=3
print(m)
m^=5
print(m)
m<<=3
print(m)
m>>=5
print(m)
• Special Operators:
Python Language offers some special type of operators:
1. Membership operators
2. Identity operators
1. Membership Operators:
 


	23. They are used  to test whether a value or variable is found in a sequence (string, list,
tuple, set and dictionary).
Operator Meaning
in True if value/variable is found in the sequence not
in True if value/variable is not found in the sequence Eg:
Ex:
x = 'Hello world'
y = {1:'a',2:'b'} print('H' in x)
print('hello' not in x) print(1 in y)
print('a' in y)
2. Identity Operators:
They are used to check if two values (or variables) are located on the same part of
the memory. Identity operators compare the memory locations of two objects.
Operator Meaning
Is True if the operands are identical
is not True if the operands are not identical
Ex:
x = "Hello"
y = "hello" x1=512
y1=215
print('x is y is',x is y)
print('x is not y is',x is not y) print('x1 is y1',x1 is y1)
print('x1 is not y1',x1 is not y1)
Walrus operator :
1. In python 3.8 introduces a new operator := is called a walrus operator.
2. This operator allows us to assign a vlaue to a variable inside the python expression.
3. It is a convenient operator which makes our code more compact.
4. It is a new way to assign the varaibles within an expression using the := notation
5. The syntax is :
variablename:=expression
 


	24. Ex-1:
print(a:=10)
to assign value  10 to variable 'a' and print it.
without walrus operator , we have to create two lines:
a=10
print(a)
Ex-2: walrus operator with if statement:
if x:=10 > 5:
print('x value is above 5')
else:
print('x value is below 5')
Ex-3: walrus operator with while loop:
words=[]
while (word:=input('enter any word'))!='quit':
words.append(word)
print(words)
Ex-4: walrus operator with for loop using walrus operator:
languages=['python','cpp','pascal','java','fortran'] for i in languages:
if (n:=len(i))<5:
print('warning,the language{}has{} characters'.format(i,n))
without using walrus operator:
languages=['python','cpp','pascal','java','fortran']
for i in languages:
n=len(i) if n<5:
print('warning, the language {} has {} characters'.format(i,n))
 


	25. Order of Operations:
When  an expression contains more than one operator, the order of evaluation
depends on the order of operations. For mathematical operators, Python follows
mathematical convention. The acronym PEMDAS is a useful way.
PENDAS BADMAS
Parentheses Exponentiation Multiplication Division Addition Subtraction
Parentheses
2 * (3-1) ==> 4
(1+1)**(5-2) ==> 8
Exponentiation
1 + 2**3 ==> 9, not 27, 2 * 3**2 ==>
18, not 36.
Multiplication and Division have higher precedence than Addition and Subtraction.
2*3-1 ==> 5, not 4, 6+4/2 ==> 8, not 5.
 


	26. Decision Making Statements
•  Conditional control Statements
Decision making is required when we want to execute a code only if a certain
condition is satisfied. The if…elif…else statement is used in Python for decision
making.
The conditional statements are
a. if statement
b. if-else statement
c. elif-ladder statement
d. nested if statement
• if statement:
It is also called simple if statement. The syntax is:
if condition:
Statement
( or) if
condition:
statement-1
statement-2
statement-3
The given condition is True then statements will be executed. Otherwise statements
will not be executed.
Ex-1: if (a<b):
print("a is smallest")
Ex-2: if (course=="python"):
print("Dear, u are joined python course")
 


	27. • if-else:
The synatx  is as follows:
if condition :
statement-1
else :
statement-2
The given condition is True then statement-1 will be executed and statement-2 will
not be executed.
The given condition is False, then statement-1 is not executed and statement-2 is
executed.
Ex-1:
if (a<b):
print ("a is smallest")
Ex-2:
else:
print ("b is smallest")
if (course=="python"):
print ("u are joined python course")
else:
print("u are joined other course")
• if-elif statement:
Syntax:
if condition-1:
statement-1
elif condition-2:
statement-2
elif condition-3:
statement-3
 


	28. elif condition-4:
statement-4
. -  - - -
- - - - -
elif codition-n
statement-n
Based on the condition the corresponding statements are executed
• if-elif-else:
The elif statement allows you to check multiple expressions for TRUE and execute a
block of code as soon as one of the conditions evaluates to TRUE.
Similar to the else, the elif statement is optional. However, unlike else, for which
there can be at most one statement, there can be an arbitrary number of elif
statements following an if.
Syntax:
if condition-1:
statement-1
elif condition-2:
statement-2
elif condition-3:
statement-3
elif condition-4:
statement-4
. - - - -
- - - - -
elif codition-n
 


	29. else:
statement-n
else statements.
Ex:
var =  100
if var == 200:
print (var)
elif var == 150:
print (var)
elif var == 100:
print( var)
else:
print (var)
print("Good”)
based on the condition the corresponding statements are executed. if all the
conditions are false, then only the else is executed.
• Python Nested if statements:
We can have a if...elif...else statement inside another if...elif...else statement. This is
called nesting in computer programming.
Any number of these statements can be nested inside one another. Indentation is
the only way to figure out the level of nesting. This can get confusing, so must be
avoided if we can.
num = int(input("Enter a number: "))
if num >= 0:
if num == 0:
print("Zero")
else:
else:
print("Positive number")
print("Negative number”)
 


	30. Loop Control Structures
Loops  are used in programming to repeat iterations. A loop is a sequence of instructions that is
continually repeated until a certain condition is reached.
Why Loop?
In a loop structure, the loop asks a question. If the answer requires an action, it is executed. The
same question is asked again and again until no further action is required. Each time the question is
asked is called an iteration.
Repetative execution of the same block of code over and over is referred to as
iteration. There are two types of iteration.
1. Definite Iteration : In which the number of repetitions is specified explicityly in
advance. In python , definite iteration is performed with a for loop.
2. Indefinite Iteration: In which the code block executes until some condition is met. In
python , indefinite iteration is performed with a whie loop.
Looping statements are used to execute a set of statements repeatedly. Python supports 2
types of iterative statements.
a) while loop
b) for loop
a) while loop:
If we want to execute a group of statements iteratively until some condition false, then we should
go for while loop.
The while loop is also known as a pre-tested loop. In general, a while loop allows a part of the code
to be executed as long as the given condition is true.
The while loop is mostly used in the case where the number of iterations is not known in advance.
The while loop implements indefinite iteration, where the number of times the loop will be
executed is not specified explicitly in advance.
Syntax: while (condition) :
body of the while loop
Ex-1: To print numbers from 1 to 10 by using while loop
x=1
 


	31. while x <=  10: print(x)
x=x+1
Ex-2: To display the sum of first n numbers
n=int(input("Enter number:"))
sum=0 i=1
whilei<=n:
sum=sum+i
ii=i+1
print("The sum of first",n,"numbers is :",sum)
Infinite while loop
If the condition given in the while loop never becomes false then the while loop will never
terminate and result into the infinite while loop.
Any non-zero value in the while loop indicates an always-true condition whereas 0 indicates the
always-false condition. This type of approach is useful if we want our program to run continuously
in the loop without any disturbance.
Ex:
while (1):
print("Hi! we are inside the infinite while loop")
while loop with else:
python allows us an optional else clause at the end of a while loop. This is a unique feature of
python, not found in other programming languages.
The syntax is shown below:
while condition :
body of the while loop
else:
body of the else block
Python enables us to use the while loop with the while loop also. The else block is executed when
the condition given in the while statement becomes false. Like for loop, if the while loop is broken
using break statement, then the else block will not be executed and the statement present after
else block will be executed.
 


	32. Ex:
else:
i=1; while i<=5:
print(i)  i=i+1
print("The while loop exhausted”)
b) for loop:
The for loop in Python is used to iterate over a sequence (list, tuple, string) or other iterable
objects. Iterating over a sequence is called traversal.
Syntax:
for var in sequence:
Body of for loop
Here, var is the variable that takes the value of the item inside the sequence on each iteration.
Loop continues until we reach the last item in the sequence. The body of for loop is separated
from the rest of the code using indentation.
Body will be executed for every element present in the sequence.
Ex-1: To print Hello 10 times
for x in range(10) :
print("Hello")
Ex-2: To display numbers from 0 to 10
for x in range(0,11,1):
print(x)
In python, in for loop the default starting value is 0 and ending value is ’ stop-1’.
Ex- 3: To display numbers from 0 to 10 for x in range(11)
:
print(x)
Ex-4: To display odd numbers from 0 to 20 for x in range(21)
:
if (x%2!=0):
print(x)
for loop with else
A for loop can have an optional else block as well. The else part is executed if the items in the
sequence used in for loop exhausts.
 


	33. The syntax is  shown below:
for var in sequence:
body of the for loop
else:
body of the else block
break statement can be used to stop a for loop. In such case, the else part is ignored. Hence, a for
loop's else part runs if no break occurs.
Eg:
digits = [0, 1, 5]
for i in digits: print(i)
else:
print ("No items left.")
Nested Loops:
Python programming language allows to use one loop inside another loop. It is called nested loops.
1. nested for loop
2. nested while loop
nested for loop:
Syntax:
for iterator in sequence:
for iter in sequence:
statementes
statements(s)
Ex:
for i in range(1, 5): for j in range(1,5):
print(i, end=' ')
print()
1) nested while loop:
The syntax for a nested while loop statement in Python programming language is as
follows:
while condition:
while expression:
statements
 


	34. statement(s)
A final note  on loop nesting is that we can put any type of loop inside of any other type of
loop. For example a for loop can be inside a while loop or vice versa.
Ex:
i=1
while i<=5:
j=1
while j<=i:
print(i,j)
j=j+1
print()
i=i+1
 


	35. Control Statements
break statement:
1.  It is a keyword.
2. The break statement in python is used to exit from the loop based on some
condition.
3. This statement can be used in while loop or for loop 4. The syntax of break
statement is as follows: break.
we can use break statement inside loops to break loop execution based on some
condition.
Ex-1:
for i in range(10):
if i==7:
print("processing is enough..plz break")
break
print(i)
Ex-2:
x='python'
for i in x:
if i==’h:
break
print(i)
Ex-3:
x=[11,22,33,44,55]
for i in x:
if i==44:
break
print(i)
2 Continue statement:
1. It is a keyword.
2. The continue statement in python is used to bring the program control
to the beginning of the loop.
3. The continue statement skips the remaining lines of code inside the
loop and start with the next iteration.
 


	36. 4. It is  mainly used for a particular condition inside the loop so that we
can skip some specific code...
5. This statement can be used in while loop or for loop
6. The syntax of continue statement is as follows:
continue
Ex-1: To print odd numbers in the range 0 to 9
for i in range(10):
if i%2==0:
continue
print(i)
Ex-2:
x='python'
for i in x:
if i=='h':
continue
Ex-3:
print(i)
x=[11,22,33,44,55] for i in x:
if i==44:
continue
print(i)
3 pass statement:
pass is a keyword in Python.
In our programming syntactically if block is required which won't do anything then
we can define that empty block with pass keyword. pass
|- It is an empty statement
|- It is null statement
|- It won't do anything
Ex-1: def display():
pass
display()
Ex-2: While True:
Pass
Ex-3: if True:
pass
 


	37. Sequential Data Types
LIST  Data Structure
The important characterstics of python lists are as follows:
1) List objects are created by using square brackets ([ ]), or by using list() Function.
Within the list each element is separated by commas.
2) Lists are ordered.
3) A list is an instrumental data structure in python. We can put multiple data types in
a list. The list can have float values, integer values, and string values in it.
4) We can also put multiple lists in a list(Nested lists).
5) Insertion order is preserved.
6) Duplicate elements are allowed.
7) Heterogeneous elements are allowed.
8) List is a dynamic because based on our requirement we can increase the size and
decrease the size.
9) Every element in the list is represented by with unique index number.
10) Hence index will play very important role.
11) Python supports both positive and negative indexes.
a. where as
i. positive index means from left to right.
ii. negative index means right to left iii. [10,"A","B",20, 30,
10]
12) List objects are mutable. i.e., we can change the content.
13) Insertions are allowed.
14) Deletion are allowed.
Creation of List Objects:
1. We can create empty list object as follows...
A list without any element is called an empty list
list= [ ]
print(list)
print(type(list))
2. If we know elements already then, we can create list as follows
list= [10,20,30,40] print(list)
print(type(list))
 


	38. 3. With dynamic  input:
list=eval(input("Enter List:"))
print(list)
print(type(list))
4. With list( ) function:
l=list(range(0,10,2)) print(l)
print(type(l))
5. with split() function:
l="Learning Python is very very easy !!!"
l1=l.split() print((l1)
print(type(l1))
Accessing elements of List:
We can access elements of the list either by using index or by using slice operator (:)
• By using index:
List follows zero based index. ie index of first element is zero.
List supports both +ve and -ve indexes.
+ve index meant for Left to Right
-ve index meant for Right to Left
list=[10,20,30,40]
print(list[0]) ==>10
print(list[-1]) ==>40
print(list[10]) ==>IndexError: list index out of range
• By using slice operator:
The ’ : ‘ operator is called a slice operator.
This operator is used to access morethan one element at a time.
Syntax:
list2= list1[start:stop:step]
 


	39. start : It  indicates the starting index number.
where slice has to start, default value is ‘0’.
stop : It indicates the Ending index number.
where slice has to end default value is max allowed index of list ie
length of the list
step : Increment value, default value is 1.
Ex:
n=[1,2,3,4,5,6,7,8,9,10]
print(n[2:7:2])
print(n[4::2])
print(n[3:7])
print(n[8:2:-2])
print(n[4:100])
List vs mutability:
Once we creates a List object,we can modify its content.
Hence List objects are mutable.
Ex:
n=[10,20,30,40] print(n)
n[1]=888 print(n)
Traversing the elements of List:
The sequential access of each element in the list is called traversal.
1. By using while loop:
n=[0,1,2,3,4,5,6,7,8,9,10] i=0
while i<len(n):
print(n[i])
i=i+1
2. By using for loop:
n=[0,1,2,3,4,5,6,7,8,9,10]
for n1 in n:
print(n1)
3. To display only even numbers:
n=[0,1,2,3,4,5,6,7,8,9,10] for n1 in n:
if n1%2==0:
 


	40. print(n1)
4. To display  elements by index wise:
l=["A","B","C"]
x=len(l)
for i in range(x):
print(l[i],"is available at positive indeg: ",i,"and at negative indeg: ",i-
x)
Built-in methods in lists:
1. len( ): This function returns the number of elements present in the given
list. Ex:
x=[10,20,30,40]
print(len(x))==>4
2. max( ): This function returns the highest element present in the given list
Ex:
x=[10,20,30,40]
print(max(x))==>40
3. min( ): This function returns the lowest element present in the given list eg:
x=[10,20,30,40]
print(min(x))==>10
4. sum( ):This function returns the sum of all elements present in the given list
Ex:
x=[10,20,30,40]
print(sum(x))==>100
5. count( ):It returns the number of times present a given element in a list.
Ex:
n=[1,2,2,2,2,3,3]
print(n.count(1))
print(n.count(2))
print(n.count(3))
print(n.count(4))
6.Index( ): This function returns the index of first occurrence of the specified item.
Ex:
n=[1,2,2,2,2,3,3]
 


	41. print(n.index(1)) ==>0 print(n.index(2))  ==>1
print(n.index(3)) ==>5
print(n.index(4)) ==>ValueError: 4 is not in list
Note: If the specified element not present in the list then we will get
ValueError. Hence before index () method we have to check whether item
present in the list or not by using in operator. print( 4 in n)==> False
Inserting Elements into a list:
7.append( ): This function is used to add new element at the end of the list.
Ex:
list=[ ]
list.append("A") list.append("B")
list.append("C")
print(list) ff
Ex: To add all elements to list upto 100 which are divisible by 10
list=[]
for i in range(101):
if i%10==0:
list.append(i)
print(list)
8.insert( ) : This function is used to insert new element at specified index position
Ex:
n=[1,2,3,4,5]
n.insert(1,888) print(n)
Ex:
n=[1,2,3,4,5]
n.insert(10,777)
n.insert(-10,999) print(n)
 


	42. Note: If the  specified index is greater than max index then element will be inserted
at last position. If the specified index is smaller than min index then element will be
inserted at first position.
9.extend( ) :
This function is used to add all items of one list to another list.
Syntax:
l1.extend(l2) # all items present in l2 will be added to l1
Ex:
x=["Chiru","Nag","Balaiah"]
y=["ramcharan","chaitu",,"ntr","allu arjun"]
x.extend(y)
print(order1)
Deleting elements from a list:
10. remove() : This function is used to remove specified item from the list.
If the item present multiple times then only first occurrence will be removed.
Ex:
n=[10,20,10,30]
n.remove(10)
print(n)
If the specified item not present in list then we will get ValueError.
Ex:
n=[10,20,10,30]
n.remove(40) # ValueErrir 40 not in list
print(n)
Note: Hence before using remove () method first we have to check specified
element present in the list or not by using in operator.
11. pop( ) : It removes and returns the last element of the list. This is only function
which manipulates list and returns some element.
Ex:
n[10,20,30,40] print(n.pop()) print(n.pop())
print(n)
If the list is empty then pop() function raises IndexError
Ex:
n=[ ]
print(n.pop()) ==> IndexError: pop from
 


	43. empty list
Note:
1. pop  () is the only function which manipulates the list and returns some
value 2. In general we can use append () and pop () functions to implement
stack data structure by using list, which follows LIFO(Last In First Out) order.
In general we can use pop () function to remove last element of the list. But
we can use to remove elements based on index.
n.pop(index):To remove and return element present at specified index.
n.pop() :To remove and return last element of the list :
n=[10,20,30,40,50,60] print(n.pop()) #60
print(n.pop(1)) #20
print(n.pop(10)) ==>IndexError: pop index out of range
Differences between remove() and pop()
Note: List objects are dynamic. i.e. based on our
requirement we can increase and decrease the
size.
append (), insert() ,extend() ===>for increasing the size/growable nature
remove (), pop() ======>for decreasing the size /shrinking nature
remove() pop( )
1) The remove ( ) is used to remove special element from the List.
But the pop () is used to remove last element from the List.
2) the remove function can’t return any value. but the pop () returned removed
element.
3) In remove ( ) , If special element not available then we get VALUE ERROR.
but in pop () , If List is empty then we get Error.
12. clear( ) : This function is used to remove all elements of List.
Ex:
n=[10,20,30,40] print(n)
n.clear()
print(n)
 


	44. 13.reverse(): This function  is used to arrange the elements in reverse order in a given list.
Ex:
n=[10,20,30,40]
n.reverse()
print(n)
14. sort( ) : In list by default insertion order is preserved. If want to sort the
elements of list according. to default natural sorting order then we
should go for sort() method.
For numbers ==>default natural sorting order is Ascending Order
For Strings ==> default natural sorting order is Alphabetical Order.
Ex-1:
Ex-2:
n=[20,5,15,10,0]
n.sort()
print(n) #[0,5,10,15,20]
s=["Grapes","Banana","Orange","Apple"]
s.sort()
print(s)
Note: To use sort() function, compulsory list should contain only homogeneous
elements. otherwise we will get TypeError.
Ex-3:
n=[20,10,"A","B"]
n.sort()
print(n)#TypeError: '<' not supported between
#instances of 'str' and 'int'
To sort in reverse of default natural sorting order:
We can sort according to reverse of default natural sorting order by using
reverse=True argument.
Ex-4:
n=[40,10,30,20]
n.sort()
print(n) ==>[10,20,30,40]
n.sort(reverse=True)
print(n) ===>[40,30,20,10]
n.sort(reverse=False)
 


	45. print(n) ==>[10,20,30,40]
Aliasing and  Cloning of List objects:
The process of giving another reference variable to the existing list is called aliasing.
Ex:
x=[10,20,30,40] y=x
print(id(x)) print(id(y))
The problem in this approach is by using one reference variable if we are changing
content, then those changes will be reflected to the other reference variable.
x=[10,20,30,40]
y=x
y[1]=777
print(x) =>[10,777,30,40]
To overcome this problem we should go for cloning.
The process of creating exactly duplicate independent object is called cloning.
We can implement cloning by using slice operator or by using copy() function
• By using slice operator:
x=[10,20,30,40] y=x[:]
y[1]=777
print(x) ==>[10,20,30,40]
print(y) ==>[10,777,30,40]
• By using copy() function:
x=[10,20,30,40] y=x.copy()
y[1]=777
print(x) ==>[10,20,30,40]
print(y) ==>[10,777,30,40]
Difference between = operator and copy function is
‘=’ operator meant for aliasing .
copy() function meant for cloning.
Mathematical operators for List Objects:
1. Concatenation operator(+):
 


	46. The + operator  is used to concatenate two or more lists into a single list.
Ex:
a=[10,20,30] b=[40,50,60]
c=a+b
print(c) ==>[10,20,30,40,50,60]
Note: To use + operator compulsory both arguments should be list objects,otherwise we
will get TypeError.
Ex:
(not "int") to list
c=a+40 ==>TypeError: can only concatenate list
c=a+[40] ==>valid
2. Repetition Operator (*):
The repetition operator * used to repeat elements of list specified number of times.
Ex:
x=[10,20,30]
y=x*3
print(y)==>[10,20,30,10,20,30,10,20,30]
3.Comparing List objects :
We can use comparison operators for List objects.
Ex:
x=[11,22,33,44] y=[55,66,77,88]
z=[11,22,33,44] print(x==y) False
print(x==z) True
print(x != z) False
print(y != z) True
Note: Whenever we are using comparison operators(==,!=) for List objects then the
following should be considered
1. The number of elements
 


	47. 2. The order  of elements
3. The content of elements (case sensitive)
Note: When ever we are using relatational operators(<,<=,>,>=) between List objects,only
first element comparison will be performed.
Ex:
x=[50,20,30] y=[40,50,60,100,200]
print(x>y) True
print(x>=y) True
print(x<y) False print(x<=y) False
Ex:
x=["Dog","Cat","Rat"] y=["Rat","Cat","Dog"]
print(x>y) False
print(x>=y) False
print(x<y) True
print(x<=y) True
Membership operators in and not in operators in lists:
We can check whether element is a member of the list or not by using memebership
operators.
Ex:
in operator not in
operator
n=[10,20,30,40]
print (10 in n)
print (10 not in n) print (50 in n)
print (50 not in n)
Nested Lists:
Sometimes we can take one list inside another list.
Such type of lists are called nested lists.
Ex:
n=[10,20,[30,40]] print(n)
print(n[0]) print(n[2])
print(n[2][0]) print(n[2][1])
 


	48. Note: We can  access nested list elements by using index just like accessing multi-
dimensional array elements.
Nested List as Matrix: In Python we can represent matrix by using nested lists.
Ex:
n= [[10,20,30], [40,50,60], [70,80,90]] print(n)
print ("Elements by Row wise:")
for r in n:
print(r)
print ("Elements by Matrix style:") for i in range(len(n)):
for j in range(len(n[i])):
print(n[i][j], end=' ') print ()
List Comprehensions:
It is very easy and compact way of creating list objects from any iterable objects(like
list,tuple,dictionary,range etc) based on some condition.
Syntax:
list=[expression for item in list if condition] Examples:
Ex-1 :
Ex-2:
Ex- 3:
Ex- 4 :
Ex-5:
s=[ x*x for x in range(1,11)]
print(s)
v=[2**x for x in range(1,6)]
print(v)
m=[x for x in s if x%2==0]
print(m)
words=["Balaiah","Nag","Venkatesh","Chiran”]
l=[w[0] for w in words] print(l)
num1=[10,20,30,40]
 


	49. num2=[30,40,50,60]
num3=[ i for  i in num1 if i not in num2] print(num3) #
[10,20]
Ex- 6: common elements present in num1 and num2
num4=[i for i in num1 if i in num2] print(num) # [30, 40]
del command:
A list item can be deleted with the del command:
Syntax:
Del list object(index)
>>> a=[11,22,33,44]
>>> del a[3] # index number 3 will be deleted
>>> del a #entire list a will be deleted
TUPLE Data Structure
Properties:
1) Tuple objects can be created by using Parenthesis or by using tuple( ) function or by
assigning multiple values to a single variable. Tuple elements are separated by
comma separator.
2) In python tuple is a collection, that cannot be modified. Tuple is exactly same as List
except that it is immutable. i.e. once we create Tuple object, we cannot perform any
changes in that object.
3) Hence Tuple is Read Only version of List.
4) If our data is fixed and never changes then we should go for Tuple.
5) Insertion Order is preserved
6) Duplicates are allowed
7) Heterogeneous objects are allowed.
8) We can preserve insertion order and we can differentiate duplicate objects by using
index. Hence index will play very important role in Tuple also.
9) Tuple support both +ve and -ve index. +ve index means forward direction(from left
to right) and -ve index means backward direction(from right to left) 10) Parenthesis
are optional but recommended to use.
11) Insertions are not allowed.
12) Deletions are not allowed.
 


	50. Ex:
t=10,20,30,40
print(t) print(type(t))
Tuple creation:
t=(  )
creation of empty tuple t=(10,)
t=10,
Note: creation of single valued tuple, parenthesis is optional, should ends
with comma
creating a tuple with multi values
t=10,20,30
t=(10,20,30)
Note: creation of multi values tuples & parenthesis are optional
creating a tuple by using tuple( ) function: list=[10,20,30]
t=tuple(list)
print(t)
Accessing elements of Tuple:
We can access either by index or by slice operator
1. By using index:
t=(10,20,30,40,50,60)
print(t[0]) #10
print(t[-1]) #60
print(t[100]) IndexError: tuple index out of range
2. By using slice operator:
t=(10,20,30,40,50,60) print(t[2:5])
print(t[2:100])
print(t[::2])
Tuple vs immutability:
 


	51. Once we create  tuple, we cannot change its content. Hence tuple objects are
immutable.
Ex:
t=(10,20,30,40)
t[1]=70 TypeError: 'tuple' object does not support item assignment
Note: Mathematical operators for tuple: We can apply + and * operators for tuple
Concatenation Operator(+):
t1=(10,20,30)
t2=(40,50,60)
t3=t1+t2
print(t3) # 10,20,30,40,50,60)
Multiplication operator or repetition operator(*)
t1=(10,20,30)
t2=t1*3
print(t2) #(10,20,30,10,20,30,10,20,30)
Important functions/Built=in Methods of Tuple:
1.len(): To return number of elements present in the tuple
Ex:
t=(10,20,30,40)
print(len(t)) #4
2.max(): It return highest value present in the tuple
Ex:
t=(10,20,30,40)
print(max(t)) #40
3.min(): It return lowest value present in the tuple
Ex:
t=(10,20,30,40)
 


	52. print(min(t)) #10
4.sum(): It  returns sum of all elements present in the tuple. Ex:
t=(10,20,30,40)
print(sum(t)) #100
5.count( ):
This function returns number of times present a given element in a tuple.
If the element not present in a tuple it returns zero.
Ex:
t=(10,20,10,10,20)
print(t.count(10)) #3
6.index(): It returns index of first occurrence of the given element.
If the specified element is not available then we will get ValueError.
Ex:
t=(10,20,10,10,20)
print(t.index(10)) #0
print(t.index(30))
# ValueError: tuple.index(x): x not in tuple
7.sorted(): To sort elements based on default natural sorting order.
Ex:
t=(40,10,30,20) t1=sorted(t)
print(t1)
print(t)
We can sort according to reverse of default natural sorting order as follows
t1=sorted(t,reverse=True)
print(t1) [40, 30, 20, 10]
Tuple Packing and Unpacking: We can create a tuple by packing a group of
variables. Ex:
a=10
b=20
c=30
 


	53. d=40 t=a,b,c,d
print(t) #(10,  20, 30, 40)
Here a,b,c,d are packed into a tuple t. This is nothing but tuple packing.
Tuple unpacking is the reverse process of tuple packing.We can unpack a tuple and assign its
values to different variables
Eg:
t=(10,20,30,40)
a,b,c,d=t
print("a=",a,"b=",b,"c=",c,"d=",d)
Note: At the time of tuple unpacking the number of variables and number of values
should be same., otherwise we will get ValueError.
Ex:
t=(10,20,30,40)
a,b,c=t
#ValueError: too many values to unpack (expected 3)
Tuple Comprehension:
Tuple Comprehension is not supported by Python.
t= ( x**2 for x in range(1,6))
Here we are not getting tuple object and we are getting generator object.
t= ( x**2 for x in range(1,6))
print(type(t))
for x in t:
print(x)
# Write a program to take a tuple of numbers from the keyboard and print its sum
and average?
t=eval(input("Enter Tuple of Numbers:"))
l=len(t)
sum=0
for x in t:
sum=sum+x
 


	54. print("The Sum=",sum)
print("The Average=",sum/l)
Differences  between List and Tuple:
1. List and Tuple are exactly same except small difference: List objects are
mutable where as Tuple objects are immutable.
2. In both cases insertion order is preserved, duplicate objects are allowed,
heterogenous objects are allowed, index and slicing are supported.
3. List is a Group of Comma separated Values within Square Brackets and
Square Brackets are mandatory.
Ex:
i = [10, 20, 30, 40]
Tuple is a Group of Comma separated Values within Parenthesis and
Parenthesis are optional.
Ex:
t = (10, 20, 30, 40)
t = 10, 20, 30, 40
4. List Objects are Mutable i.e. once we create List Object, we can perform
any changes in that Object. eg: l [3] = 888
whereas Tuple Objects are Immutable i.e. once we create Tuple Object,
we cannot change its content.
t [3] = 8888.........ValueError: tuple object does not support
item assignment.
5. If the Content is not fixed and keep on changing then we should go for
List. If the content is fixed and never changes then we should go for Tuple.
 


	55. SET Data Structure
Properties:
Python’s  built-in set type has the following characteristics:
1. Set objects can be created by using curly brackets { } or by using set() function.
2. Set elements are separated by comma. we want to represent a group of
unique values as a single entity then we should go for set.
3. Duplicates are not allowed.
4. The set doesn’t maintain the elements in any particular oder.
i.e. set is a unordered collection of elements.
5. Indexing and slicing not allowed for the set.
6. Heterogeneous elements are allowed in sets.
7. Set objects are mutable i.e once we create set object, we can perform any
changes in that object based on our requirement.
8. We can represent set elements within curly braces and with comma
separation
9. We can apply mathematical operations like union, intersection, difference etc
on set objects.
10. A set itself may be modified, but the elements contained in the set
Must be of an immutable type.
11. Insertions are allowed.
11. Deletions are allowed.
Creation of Set objects:
To create set objects by using curly braces
Ex:
s={10,20,30,40}
print(s)
print(type(s))
We can create set objects by using set () function.
Syntax:
s=set (any sequence)
Ex-1:
l = [10,20,30,40,10,20,10]
 


	56. s=set(l)
print(s) # {40,  10, 20, 30}
Ex-2:
print(s) #{0, 1, 2, 3, 4}
s=set(range(5))
Note: While creating empty set we have to take special care.
Compulsory we should use set() function.
s={} #It is treated as dictionary but not empty set.
Ex:
s={} print(s)
print(type(s))
Ex:
s=set () print(s)
print(type(s))
Built-in methods in sets:
1. add(x): Adds item x to the set.
Ex:
s={10,20,30}
s.add(40)
print(s) #{40, 10, 20, 30}
2. update(x,y,z): To add multiple items to the set.
Arguments are not individual elements and these are Iterable objects like List, range
etc. All elements present in the given Iterable objects will be added to the set.
Ex:
s= {10,20,30}
l= [40,50,60,10]
update(l,range(5))
print(s)
Q. What is the difference between add () and update () functions in set?
 


	57. We can use  add() to add individual item to the Set, where as we can use update()
function to add multiple items to Set. add() function can take only one argument
where as update() function can take any number of arguments but all arguments
should be iterable objects.
3. copy(): Returns copy of the set. It is cloned object.
Ex:
s={10,20,30} s1=s.copy()
print(s1)
4. pop(): It removes and returns some random element from the set.
Ex:
s={40,10,30,20} print(s) print(s.pop())
print(s)
5. remove(x): It removes specified element from the set. If the specified element
not present in the Set then we will get KeyError
Ex:
s={40,10,30,20}
s.remove(30)
print(s)
s.remove(50) #KeyError: 50
6. discard(x): It removes the specified element from the set. If the specified element
not present in the set then we won't get any error.
Ex:
s={10,20,30}
s.discard(10) print(s) ===>{20, 30}
s.discard(50)
print(s) ==>{20, 30}
7. clear (): To remove all elements from the Set.
Ex:
s={10,20,30} print(s)
s.clear()
print(s)
8. len( ): To return number of elements present in the set
 


	58. Ex:
s={10,20,30,40}
print(len(s)) #4
9. max(  ): It return highest value present in the tuple
Ex:
s=[10,20,30,40}
print(max(s)) #40
10. min( ) :It return lowest value present in the tuple
Ex:
s=(10,20,30,40)
print(min(s)) #10
11. Sum( ) : It returns sum of all elements present in the tuple
Ex:
s=(10,20,30,40)
print(sum(s)) #100
Mathematical operations on the Set:
1.union():
We can use this function to return all elements present in both sets.
x.union(y) or x|y
Ex:
x={10,20,30,40}
y={30,40,50,60}
print(x.union(y))#{10, 20, 30, 40, 50, 60}
print(x|y) #{10, 20, 30, 40, 50, 60}
2. intersection():
This function Returns common elements present in both x and y.
 


	59. x.intersection(y) or x&y
Ex:
x={10,20,30,40}  y={30,40,50,60}
print(x.intersection(y)) #{40, 30} print(x&y) #{40, 30}
3. difference():
This function returns the elements present in x but not in y.
x.difference(y) or x-y.
Ex:
x={10,20,30,40} y={30,40,50,60}
print(x.difference(y)) #{10, 20}
print(x-y) #{10, 20}
print(y-x) #{50, 60}
4.symmetric_difference():
Returns elements present in either x or y but not in both.
x.symmetric_difference(y) or x^y
Ex:
x={10,20,30,40}
y={30,40,50,60}
print(x.symmetric_difference(y))
#{10,50,20, 60}
print(x^y) #{10, 50, 20, 60}
5. isdisjoint( ) :
This method returns True if two sets have a null intersection.
Ex:
x={1,2,3,4}
y={11,22,334,74}
print(x.isdisjoint(y)) #True
6.issubset( ):
x.issubset(y)
 


	60. Returns True, if  x is a subset of y. "<=" is an abbreviation for
"Subset of" and ">=" for "superset of"
"<" is used to check if a set is a proper subset of a set.
x = {"a","b","c","d","e"}
y = {"c","d"}
x.issubset(y)
y.issubset(x)
Membership operators: (in , not in):
If the given element present in a set it returns True , otherwise it returns False.
Ex-1:
Ex-2:
s=set("kosmik") print(s)
print('u' in s) print('z' in s)
s={11,22,33,44} print(10 in s) print(22
in s) print(44 not in s)
print(99 in s)
for loop in sets:
Using for loop to access set elements one by one.
Ex:
s={11,22,33,44}
for i in s:
print(i)
Set Comprehension:
Set comprehension is possible.
Ex-2:
Ex-1:
s={x*x for x in range(5)}
print(s) #{0, 1, 4, 9, 16}
s={2**x for x in range(2,10,2)} print(s) #{16, 256, 64, 4}
set objects won't support indexing and slicing:
Ex-3:
s={10,20,30,40}
 


	61. print(s[0])
#TypeError:'set' object does  not support indexing
print(s[1:3])
#TypeError: 'set' object is not sub scriptable
Write a program to eliminate duplicates present in the list?
Approach-1:
l=eval(input("Enter List of values: "))
s=set(l)
print(s)
Approach-2:
l=eval(input("Enter List of values: ")) l1=[]
for x in l:
if x not in l1:
l1.append(x)
print(l1)
Write a program to print different vowels present in the given word?
w=input("Enter word to search for vowels: ") s=set(w)
v={'a','e','i','o','u'}
d=s.intersection(v)
print("The different vowel present in",w,"are",d)
 


	62. DICTIONARIES
Properties:
1. A collection  of key-value pairs, each pair separated by commas, and enclosed by
curly braces. It is called a dictionary.
2. Dictionaries are created by using the dict( )
3. Insertion order is preserved.
4. Insertions are allowed.
5. Deletions are allowed.
6. Heterogeneous elements are allowed.
i.e. different data types
7. Duplicate keys are not allowed but, duplicate values are allowed.
8. Dictionaries are mutable. i.e to change its content.
9. Dictionary is dynamic i.e. based on our requirement the size can be increased or
decreased.
10. Dictionaries are not supporting indexing and slicing in place of indexing
dictionaries support keys.
11. Dictionary declaration syntax is:
d = { key-1: value-1, key-2: value-2 ..........key-n: value-n }
12. A colon separates each key from its associated value.
ex-1: To create a empty dictionary
d={ }
print(d)
print(type(d))
ex-2: To create a empty dictionary using dict()
d=dict() print(d)
print(type(d))
ex-3: To create a dictionary with elements
d={0:11,1:22,2:33,3:44 }
print(d)
print(type(d))
ex-4: To create a dictionary with elements
 


	63. d={1:'python',2:'cpp',3:'java',4:'data science'} print(d)
print(type(d))
ex-5:  To create a dictionary with values at runtime d={ }
k=int(input('enter key:')) v=input('enter
value:') d[k]=v print(d)
ex-6: To create a dictionary with more than one #values at runtime
d={ }
n=int(input('enter how many elements in a dictionary'))
for i in range(1,n+1):
k=int(input('enter key:')) v=input('enter value:')
d[k]=v
print(d)
ex-7: To create a dictionary with duplicate keys
d={1:'python',2:'cpp',3:'java',4:'datascience',2:'django'}
print(d)
print(type(d))
ex-8: To create a dictionary with duplicate values
d={1:'python',2:'cpp',3:'java',4:'data 
science',5:'cpp'}
print(d)
print(type(d))
A dictionary is a data type similar to arrays, but works with keys and values instead of indexes.
Each value stored in a dictionary can be accessed using a key, which is any type of object (a string ,
a number, a list etc.) instread of using its index to address it.
Ex: A database of phone number could be stored using a dictionary like this:
phonebook = { }
phonebook[‘Jhon’]=9948123456
phonebook[‘Laden’]=9956781234
phonebook[’Modi’]=9912345678
print(phonebook)
Built-in methods in dictionaries:
 


	64. 1. len( ):  It returns no. of elements present in a dictionary.
2. max( ): It returns highest key in a dictionary
3. miin( ): It returns lowest key in a dictionary
4. sum( ): It returns sum of keys in a dictionary.
Ex:
d={101:'python',102:'ML',103:'DL',104:’AI'}
print('no. of elements in a dictionary = ',len(d)) print('highest key in a
dictionary = ',max(d)) print('lowest key in a dictionary = ',min(d)) print('sum of
elements in a dictionary = ',sum(d))
5. keys( ): This function returns only keys.
Ex:
d={101:'python',102:'ML',103:'DL',104:’AI'}
print(d)
print(d.keys())
for i in d.keys():
print(i)
6. values(): This function returns only values.
Ex:
d={101:'python',102:'ML',103:'DL',104:’AI'}
print(d)
print(d.values())
for i in d.values():
print(i)
7. items( ): This function returns both keys and values.
Ex:
d={101:'python',102:'ML',103:'DL',104:’AI'}
print(d)
print(d.items())
for i in d.items():
print(i)
for i,j in d.items():
print(i,'--->',j)
 


	65. 8. setdefault( ):  This function is used to insert new elements in a dictionary.
Ex:
d={101:'python',102:'ML',103:'DL',104:’AI'}
print(d)
d.setdefault(108,'Django')
d.setdefault(109,'Flask')
print(d)
9. popitem(): This function removes last element from a dictionary
Ex:
d={101:'python',102:'ML',103:'DL',104:’AI'}
print(d)
d.popitem()
print(d)
10.pop(): This function removes specified key from a dictionary.
Ex:
d={101:'python',102:'cpp',103:'java',104: 
‘data science'}
print(d)
d.pop(102)
d.pop(103)
print(d)
11.clear(): This function removes all elements from a dictionary.
Ex:
d={101:'python',102:'cpp',103:'java',104: 
'data science'}
print(d)
d.clear()
print(d)
12.get( ): This function returns the value of the given key.
Ex:
 


	66. d={101:'python',102:'cpp',103:'java',104: 
‘data science'}
print(d.get(102))
print(d.get(104))
print(d.get(101))
print(d[101])
13.copy(  ): This funciton copy the elements from one dictionary to another
dictionary. i.e cloned copy.
Ex:
d={101:'python',102:'cpp',103:'java',104:
‘data science'}
d1=d.copy()
print(d)
print(d1)
14.update( ): This funciton is used to add multiple values in a dictionary.
Ex:
x={1:'chiru',2:'venky',3:'nag'} d={101:'python',102:'cpp',103:'java',104: 
‘data science'}
d.update(x)
print(d)
15.fromkeys( ):
The fromkeys( ) method creates a new dictionary from the given sequence of elements
with a value provided by the user.
The syntax of fromkeys() method is:
dictionary.fromkeys(sequence[, value])
sequence - sequence of elements which is to be used as keys for the new
dictionary
value (Optional) - value which is set to each each element of the dictionary
Ex-1:
seq = { 'a', 'b', 'c', 'd', 'e' }
res_dict = dict.fromkeys(seq)
print ("The newly created dict with None values : " + str(res_dict))
Ex-2:
seq = { 'a', 'b', 'c', 'd', 'e' } res_dict2 = dict.fromkeys(seq, 1)
 


	67. print ("The newly  created dict with 1 as value : " + str(res_dict2))
16. sorted( ) :
This method sorts the elements of a given iterable in a specific order either
Ascending order or Descending order.
Syntax :
sorted(iterable[, reverse])
Ex:
pyDict = {'e': 1, 'a': 2, 'u': 3, 'o': 4, 'i': 5} print(sorted(pyDict))
pyFSet = frozenset(('e', 'a', 'u', 'o', 'i'))
print (sorted(pyFSet, reverse=True))
Dictionary comprehension:
---------------------------------------
To create dictionary with key-value pairs using comprehension:
Syntax:
dictionaryname= {exp-1: exp-2 for loop if condition}
Here, exp-1 represents key
exp-2 represents value
Ex-1 : To create a dictionary 1 to 5 numbers:
d={i:i for i in range(1,6)}
print(d)
Ex-2: To create a dictionary even numbers between 1 to 10 numbers:
d={i:i for i in range(1,11) if i%2==0}
print(d)
Ex-3: To create a dictionary cube of each value
 


	68. Ex-4:
d={i:i*i*i for i  in range(1,6)}
print(d)
Fruits= ['apple', 'mango','banana','cherry']
# dict comprehension to create dict with fruit name as keys
d={f:len(f) for f in fruits}
print(d)
Ex-5:
sdict = {x.upper(): x*3 for x in 'python'} print (sdict)
EX-5: using comprehension
keys = ['a','b','c','d','e']
values = [1,2,3,4,5]
d = { k:v for (k,v) in zip(keys, values)} print(d)
without comrehension:
keys = 'a','b','c','d','e'] values = [1,2,3,4,5]
d = dict(zip(keys, values)) print (d)
Dictionaries and lists share the following characteristics:
• Both are mutable.
• Both are dynamic. They can grow and shrink as needed.
• Both can be nested. A list can contain another list.
A dictionary can contain another dictionary.
A dictionary can also contain a list, and vice versa.
Dictionaries differ from lists primarily in how elements are accessed:
• List elements are accessed by their position in the list, via indexing.
• Dictionary elements are accessed via keys.
 


	69. STRINGS
1. In python,  A single character or group of characters is called a string.
2. Strings are sequences of character data. The string type in python is called str.
3. A character is simply a symbol. For example, the English language has 26 characters.
4. Strings are enclosed by single quotes or double quotes or triple single quotes or triple
double quotes.
5. Strings are two types:
a) Single line strings: A string written in only one line it is called single line
strings. These strings are enclosed by single quotes or double quotes or triple
single quotes or triple double quotes.
var1 = 'Hello World!'
var2 = "Python Programming"
b). Multi-line strings: A string written in more than one line it is called multi-line
strings. These strings are enclosed by triple single quotes or triple double quotes.
var3 = ' ' ' python is a high level programming language
python is a interpreter programming language
it is scripting programming language ' ' '
Accessing Values in Strings:
Python does not support a character type; these are treated as strings of length one, thus
also considered a substring.
To access substrings, use the square brackets for slicing along with the index or indices to
obtain your substring. For example :
var1 = 'Hello World!'
var2 = "Pythonprogramming"
print ("var1[0]: ", var1[0])
print ("var2[1:5]: ", var2[1:5])
output:
var1[0]: H
var2[1:5]: ytho
 


	70. Indexing:
Python supports both  positive and negative index. Here two indices are used separated by
a colon (:). A slice 3:7 means indices characters of 3rd, 4th, 5th and 6th positions. The
second integer index i.e. 7 is not included. You can use negative indices for slicing.
string1 ="PYTHON"
Character P Y T H O N
Index (from left) 0 1 2 3 4 5
Index (from right) -6 -5 -4 -3 -2 -
1
eg:
str1="python is a high level programming language" print(str1[0])
print(str1[-1]) print(str1[1:4])
print(str1[-4])
Updating Strings:
You can "update" an existing string by (re)assigning a variable to another string. The new
value can be related to its previous value or to a completely different string altogether. For
example −
var1 = 'Hello World!'
print ("Updated String: - ", var1[:6] + 'Python') When the above code is
executed, it produces the following result −
Updated String: - Hello Python
For loop in strings :
Using for loop we can iterate through a string. Here is an example to count the number of
'l' in a string.
 


	71. count = 0
for  letter in 'Hello World':
if letter ==’l’:
count = count + 1
print(count,'letters found')
special characters in strings
In Python The backslash () character is used to introduce a special character.
Escape Sequence Meaning
n Newline
t Horizontal
Tab
 Backslash
' Single
Quote
" Double
Quote
Ex:
print("This is Back Slash ()Mark.")
print("This is Back Slash t Mark.")
print("This is Back Slash 'Single Quotrs' Mark.") print("This is Back Slash n
Mark.")
String Formatting Operator:
One of Python's coolest features is the string format operator %. This operator is unique to
strings and makes up for the pack of having functions from C's printf() family.
Format Symbol Conversion
%c character
 


	72. %s string conversion  via str() prior to
formatting
%d signed decimal integer
%u unsigned decimal integer
%o octal integer
%x hexadecimal integer (lowercase letters)
%X hexadecimal integer (UPPERcase letters)
Mathematical operators in strings:
1. concatenate operator( + ) :
This operator is used to Concatenates (joins) two or more strings.
syntax: string1 + string2
Ex: a = "kosmik " + "Technologies"
print(a)
2. repetition operator( *) :
This operator is used Repeats the string for number of 'n' times specified
Ex: a = "Python " * 3
print(a)
output: python python python
Slice operator [ ] : Returns the character from the index provided at x.
string[x] a = "Sea"
print(a[1])
output: e
Range Slice[:] : Returns the characters from the range provided at x:y.
Syntax: string[x:y]
Ex:
a = "Mushroom" print(a[4:8])
output: room
 


	73. in Membership: Returns  True if x exists in the string. Can be multiple characters.
Syntax: x in string
Ex:
a = "hyderabad" print ("m" in
a) print ("b" in a) print ("bad"
in a)
output: False
True
True
not in Membership: Returns True if x does not exist in the string. Can be multiple
characters.
Syntax: x not in string
Ex:
a = "Mushroom" print("m" not in a)
print("b" not in a)
print("shroo" not in a)
output: False
True
False
Suppresses an escape sequence (x) so that it is actually rendered. In other words, it
prevents the escape character from being an escape character. r"x"
a = "1" + "t" + "Bee" b = "2" + r"t"
+ "Tea" print(a) print(b) Output:
1 Bee
2tTea
% operator: Performs string formatting. It can be used as a placeholder for another value
to be inserted into the string. The % symbol is a prefix to another character (x) which
defines the type of value to be inserted. The value to be inserted is listed at the end of the
string after another % character.
Format symbol(character) Description
%c Character.
%s String conversion via str() prior to formatting.
 


	74. %i Signed decimal  integer.
%d Signed decimal integer.
%u Unsigned decimal integer.
%o Octal integer.
%x Hexadecimal integer using lowercase letters.
%X Hexadecimal integer using uppercase letters.
%e Exponential notation with lowercase e.
%E Exponential notation with uppercase e.
%f Floating point real number.
%g The shorter of %f and %e. %G
The shorter of %f and %E.
Ex1:
a = "Hi %s" % ("Homer")
print(a)
Ex2:
print("%s having %s Years Experience in IT." %("kiran reddy","20+")) print("%s
is one of the best IT training center %d Years Experience in IT."
%("KOSMIK",10))
Ex3:
name = "Guido van rossum"
print("Hello, %s!" % name)
Ex4:
name = "python " age = 30
print("%s is %d years old programming language." % (name, age))
String methods:
1. len(): This function returns no. of characters present in a string.
Ex-1:
 


	75. x='python is a  high level language'
print(len(x))
2. capitalize (): This function is used to convert the first charcter to uppercase
Ex-1:
x='python is a high level language'
print(x.capitalize())
Ex-2:
s='level'
print(s.capitalize())
3. upper (): This function is used to convert the string into uppercase.
Ex-1:
x='python is a high-level language'
print(x.upper())
Ex-2:
y='level'
print(y.upper())
4. lower(): This function is used to convert the string into lowercase
Ex:
x='KOSMIKCODERS'
print(x.lower())
5. swapcase(): This function swap cases, lower case becomes upper case and vice
versa.
Ex:
x='KOSMik'
print(x.swapcase())
 


	76. 6 . split():  This function splits a string into a list you can specify the separator,
default separator is any whitespace.
syntax:
string.split(separator)
Ex-1:
Ex-2:
Ex-3:
x= 'hello friends good morning'
print(x.split())
x= ' hello friends good morning'
print(x.split('e'))
s='python is a high level language' print(s.split('h'))
7. replace(): This function replaces a new string with old you can specify the
separator, default separator is any whitespace.
syntax:
string.split(oldvalue,new value)
Ex-1:
x='hello friends good morning'
print(x.replace('hello','good'))
Ex-2:
x='hello friends good morning'
print(x.replace('morning','afternoon'))
Ex-3: replace the first two occurence of the word 'python'
x='python is a high level language python is a scripting language,
python is' print(x.replace('python','kosmik',2) )
8. count(): This function returns the number of times a specified value appears in
the string.
Ex:
 


	77. x='python is a  high level language python is a scripting language,
python is' print(x.count('python')) print(x.count('h'))
9. index(): This function finds the index number of the specified value.
Ex:
x='hello, welcome to hyderabad'
print(x.index('welcome'))
print(x.index('h'))
10. islower(): If all the characters in the string are lower case, it returns True.
otherwise False.
Ex-
1:
x='pyThon'
print(x.islower())
Ex-
2:
y='kosmik'
print(y.islower())
Ex-
3:
z='HELLO'
print(z.islower())
11. isupper(): If all the characters in the string are upper case, it returns True.
otherwise False.
Ex-
1:
x='PYTHON'
print(x.isupper())
Ex-
2:
y='kosmik'
print(y.isupper())
Ex-
3:
z='HELLO'
 


	78. print(z.isupper())
12. isdigit(): If  all the characters in the string are digits, then it returns True.
otherwise returns False
Ex-1:
Ex-2:
x='python'
print(x.isdigit())
y='12345'
print(y.isdigit())
Ex-3:
z='python 3.8.0' print(z.isdigit())
13. isalnum ( ) : It checks whether the string consists of alphanumeric characters.
Ex:
str = "this2009";
print(str.isalnum( ))
str = "this is string example....wow!!!"; print(str.isalnum ())
14. max( ): This method returns the max alphabetical character from the string str.
Ex:
str1="abcd" print(max(str1))
str2="abcddcba" print(max(str2))
str3="Maximum" print(max(str3))
str4="12344321" print(max(str4))
15. title( ): It returns a copy of the string in which first characters of all the words
are capitalized.
Ex:
str = "this is powerful python scripting !"; print(str.title())
16. join( ): This methods is used to joining list of strings into one string.
Ex-1:
Ex-2:
items = ["dell ", "hp ", "acer"] message = ""
print(message.join(items))
 


	79. s = "****";
seq  = ("98", "66", "11")
print(s.join( seq ))
17. isdecimal( ): It checks whether the string consists of only decimal characters.
This method are present only on Unicode objects.
Ex-1:
str = "this2020"
print(str.isdecimal( ))
Ex-2:
str = "23443434";
print(str.isdecimal( ))
18. zfill( ): The method zfill() pads string on the left with zeros to fill width.
Ex:
str="Python Rocks"
print(str.zfill(20))
Ex:
19. format():This is one of the string formatting methods in Python3.0 above
versions. which allows multiple substitutions and value formatting.
a=10
b=20
print('the value of a is {} and the value of b is {} '.format(a, b))
 


	80. FUNCTIONS
A collection of  statements together into a single unit. This unit is called a function. In
Python, function is a group of related statements that perform a specific task.
If a group of statements is repeatedly required then it is not recommended to write
these statements every time separately. We have to define these statements as a single
unit and we can call that unit any number of times based on our requirement without
rewriting. This unit is nothing but function.
A function is a block of code which only runs when it is called.
You can pass data, known as parameters, into a function.
A function can return data as a result.
Advantages of Python Functions:
1. Code reusability because we can call the same function multiple times.
2. Modular code since we can define different functions for different tasks.
3. Improves maintainability of the code.
4. Abstraction as the caller doesn’t need to know the function implementation.
5. To avoid repetition.
There are three types of functions in python:
1. Built-in functions
2. User-defined functions
3. Anonymous functions
1. Built-in functions:
These functions provided by the Python language. These function are coming from along
with python software internally .
 


	81. Ex:
print(), len( ),str(  ),list( ),input( ),type( ),id( ) max(), min( ), int( ),float( ) bool( ),complex( )
append(), remove( ), get( ),clear( ), copy( ),…..etc.
2. user-defined functions:
The functions defined by us in a Python program.
These functions are defined by programmer as per the requirements, are called user
defined functions.
In Python a function is defined using the def keyword
syntax:
def functionname(argumentslist):
‘’’docstring’’’
st-1 st-2
st-3 --- -
-- st-n
[return expression]
Here,
1. def is a keyword. To define the function header.
2. functionname is a name of the function
3. argumentlist are formal arguments . which we pass values to a function.
They are optional.
4. A colon ( : ) to mark end of the function header and is a beginning of the
function body.
5. st-1,st-2,st-3....st-n are called body of the function
6. An optional return statement to return value from function.
A docstring is a special comment at the beginning of a user-defined function that
documents the function’s behavior. Docstrings are typically specified as triple-quotes stirng
comments.
How to call a function in python:
Once we have defined a function, we can call it from another function, program, or even
the python prompt.
To call a function we simply type the function name with appropriate parameters.
Ex- 1: Write a function to find the addition of two numbers
 


	82. def addition(x,y):
z=x+y
return z
print(addition(10,20))  print(addition(6,9))
print(addition(4,36))
Ex-2: write a function to display a message
def wish():
print('welcome to hyderabad')
wish( )
Ex-3: write multiple functions in a single program
def mng():
print('good morning')
def aft():
print('good afternoon')
def evg():
print('good evening')
def ngt():
print('good night')
mng()
aft()
evg()
ngt()
Types of user-defined functions:
1. Functions with arguments and with return values
2. Functions with arguments and no return values
3. Functions no arguments and with return values
4. Functions no arguments and no return values
 


	83. Write a program  to find the factorial of a given number:
Functions with arguments and with return value:
def factorial(x):
fact=1
for i in range(1,x+1):
fact = fact * i
return fact
n=int(input('enter any number'))
f=factorial(n)
print('Factorial value=',f)
Write a program to find the area of a rectangle.
Functions with arguments and no return values
def rectangle(x,y):
a=x*y
print('area of a rectngle=',a)
l=int(input('enter length value')) b=int(input('enter breadth
value')) rectangle(l,b)
write a function to find the cube value
Functions no arguments and with return values
def cube():
n=int(input('enter any number')) return n*n*n
c=cube()
print('cube = ',c)
write a function no arguments and no return value
def myfunction():
print('hai this is my function')
myfunction()
return statement:
1. return is a keyword.
2. return statement is optional statement.
3. It is used to return one value or more than one values.
 


	84. 4. The return  statement is used to exit a function and go back to the place from
where it was called.
5. Whenever control reach the return statement of a function then without
executing the remaining part of the function control will comes out from function
execution by returning some value.
6. The return value of the function can be stored into a variable. and we can use that
variable in the remaining part of the function.
7 If we are not storing the return value of a function in any variable then that data
will become as a garbage collection.
8. We can define 'n' number of return statements in a function.
Syntax:
return [ expression_list ]
This statement can contain an expression that gets evaluated and the value is returned. If
there is no expression in the statement or the return statement itself is not present inside a
function , then the function will return the None object.
Ex-1: write a function no return values:
def sample():
print('goodmorning')
return
sample()
sample()
Ex-2: write a function to return only one value
def biggest(x,y):
if x>y:
else:
return x
return y
print('biggest number = ',biggest(10,20)) print('biggest number
= ',biggest(100,20)) print('biggest number = ',biggest(9,45))
Ex-3: write a function return more then one value
def calculate(x,y):
return x+y,x-y,x*y,x/y
a,b,c,d=calculate(10,20) print(a)
 


	85. print(b)
print(c)
print(d)
Ex-4: write a  function multiple return values
def func():
return 1,2,3
ont,two,three=func()
print(one,two,three)
Nested Functions:
A function defined inside another function is called a nested function.
syntax:
def outerfunction(arugmentslist):
def innerfunction1(arugmentlist):
body ofthe innerfunction1
def innerfunction2(arugmentlist):
body of the innerfunction2
body of the outerfunctions
Ex-1:
def f1():
def f2():
print(‘I am f2…’)
def f3():
print(‘I am f3…’)
f1()
Ex-2:
f2()
f3()
def display():
def welcome():
print('welcome to hyderabad') print('welcome to
kosmik') print('hai')
welcome()
 


	86. print('Main program')
display()
nonlocal:
The nonlocal  keyword is used to access the variables defined outside the scope of the
block . This keyword is always used in the nested functions to access variables defined
outside.
Ex:
def outer():
v = 'outer'
def inner():
nonlocal v = ‘inner’
inner()
print(v)
outer()
Types of varialbes or scope of the variables:
It is important to understand the concept of local and global variables and
how they interact with functions
1. local variables
2. global variables
3. enclosed variables
4. built-in variables
1. Local variables:
a). The variable which are declared inside the current function.
These variables are called local variables.
b). The scope of the variable also only inside of the functions.
c). Local variables are created when the function has started execution
and are lost when the function terminates(forever).
Ex-1: To declare local variables inside a functions.
def f1():
 


	87. x=10
print(x)
def f2():
y=20
print(y)
def f3():
z=30
print(z)
f1()
f2()
f3()
Note:  x,y,z are called local variables.
Ex-2: Write a program to find number of local variables in a function
We can use the co_nlocals() function which returns the number of local variables used by
the function to get the desired result.
# Implementation of above approach A function containing 3 variables
def fun():
a = 1
b=2.1
str = 'python' x=True
y=9+3j
print(fun. code .co_nlocals)
Ex-3: Write a Python program to find number of local variables in a function.
A function containing no variables
def displa():
pass
def fun():
a, b, c = 1, 2.25, 333
 


	88. str = 'hyderabad'
print(displa.  code .co_nlocals)
print(fun. code .co_nlocals) )
2. global variables:
a). The variable which are declared top level of the program or script or module or outside of
all functions or outside of main program.
b). These variables are called global variables.
c). The scope of the variables the entire program.
d). Global variables are declared outside the function.
e). Global variables are created as execution starts and are lost when the program ends.
f). They are alos accessible within a function(inside blocks).
Ex:
m=55
n=44
k=99
def f1():
x=10
print(x) print(m) print(n)
print(k)
def f2():
y=20
print(y) print(m) print(n)
print(k)
f1()
f2()
print(m)
print(n)
print(k)
Here, m, n ,k are called global variables. x, y are called local variables
3.Enclosed variables or nonlocal variables:
 


	89. Enclosed variables are  declared using the nonlocal keyword. The scope of the
nonlocal variables inner function only.
Ex:
a=99
def f1():
b=10
def innerf1():
c=5
nonlocal b
b=77
print(a)
print(b)
print(c)
print(b)
innerf1()
print(b)
f1()
print(a)
4. built-in variables or built-in scope:
The built-in scope has all the names that are loaded into python variable scope when we
start the interpreter.
For example, we never need to import any module to access functions like
print() and id().
def f1():
def f2():
print('i am f2')
f2()
print('i am f1')
f1()
print(' i am main')
global keyword :
 


	90. The global is  a keyword. It is used to declare a global variable in a function. It allows a user
to modify a variable outside of the current scope. It is used to create global variables from
a non-global scope i.e inside a function. Global keyword is used inside a function only
when we want to do assignments or when we want to change a variable. Global is not
needed for printing and accessing.
Rules of global keyword:
1. If a variable is assigned a value anywhere within the function’s body, it’s assumed to be a
local unless explicitly declared as global.
2. Variables that are only referenced inside a function are implicitly global.
3. We Use global keyword to use a global variable inside a function.
4. There is no need to use global keyword outside a function.
Ex-1
def f1():
x=10
global m
m=99 #....here, f1 fucntion treats as m global print(x)
print(m)
def f2():
y=20
print(y)
print(m)
f1()
f2()
print(m)
Types of Arguments:
Formal Arguments : Which are defined in a function definition.
Actual Arguments : Which are defined in a function calling.
Python supports 5 types of actual arguments.
 Positional arguments
 Keyword arguments
 Default arguments
 


	91.  Variable length  arguments
 Keyword-variable length arguments
1. Positional arguments:
a). The number of actual arguments must be same as number of formal arguments
b). The position is also important
Ex-1: write a function to find addition of two numbers.
def addition(x,y):
z=x+y
return z
a=int(input('enter first number')) b=int(input('enter second
number')) c=addition(a,b)
print('sum=',c)
Ex-2: write a function to display name and age using function
def display(y,x):
print('Name of the person=',x)
print('Age of the person=',y)
display('ramkumar',40)
2. keyword arguments:
a). The number of actual arguments must be same as number of formal arguments
b). The position is not important
c). In function, the values passed through arguments are assigned to parameters,
irrespective of its position while calling the funtion to supply the values.
d). We use keywords if we don’t know the sequence.
Ex-1:
def display(x,y):
print('Name of the person=',x)
print('Age of the person=',y)
display(y=40,x='ramkumar')
 


	92. Ex-2:
def printnames(m,n):
print(m +  n + 'are best friends')
printnames(n='chandrababu naidu ',m='kcr ')
3. Default arguments:
a). The number of arguments same or not, is not important
b). The position is also not important
c). sometimes we may want to use parameters in a function that takes default values in
case the user does not want to provide a value for them.
d). For this, we can use default arguments which assumes a default value if a value is not
supplied as an argument while calling the function.
e). An assignment operator '=' is used to give a default value to an argument.
f). In parameters list, we can give default values to one or more parameters.
Ex-1:
def display(x='Gudio Van Rossum',y=70): print('Name of the
person=',x) print('Age of the person=',y)
Ex-2:
display('ramkumar',40)
display('venkat',55)
display()
def country(name='INDIA'):
print('current country name = ',name)
country( )
country('NEWYORK')
country('CHINA')
country()
Ex-3:
def printlist(upperlimit=4):
print('upper limit = ',upperlimit) list1=list(range(upperlimit))
print('list = ',list1)
printlist ()
 


	93. printlist(5)
printlist(3)
printlist( )
Ex-4: one  argument is already deined in a formal argument,
and only one argument has to pass.
def person(name,age=45):
print(name)
print(age)
person(“kiran reddy”)
4. Variable length arugments:
a). The number of arguments is not important
b). The position is also not important
c). Variable length arguments are also known as arbitrary arguments.
d). Sometimes, we do not know in advance the number of arguments that will be passed
into a function.
e). python allows us to handle this kind of situation through function calls with arbitrary
number of arguments or variable length argument.
f). In the function definition we use an asterisk (*) before the parameter name to denote
this kind of argument.
g). This type of argument is used to pass multiple values.
Ex-1:
def calculate(*x):
sum=0
print(x)
print(type(x))
for i in x:
sum=sum+i
print('sum of elements=',sum)
 


	94. calculate(11,22,33,44)
calculate(5,8)
calculate(1,2,3,4,5,6,7,8,9,10)
calculate()
calculate(11)
calculate(5,8,9)
Ex-2:
def printnames(*x):
for i  in x:
print(i)
printnames('ram') printnames('laxman','anji')
printnames()
printnames('ravana','bharat','laxman','anji')
Ex-3:
def largest(*x):
return max(x)
print(largest(20,30))
print(largest(2,5,3))
print(largest(9,45,12,18,6))
print(largest(10,40,80,50))
print(largest(16,3,12,44,40))
Ex-4:
def sum(x,*y):
a=x+y
print(a)
sum(5,6,7,2,8)
Here, the tip is that when we pass multiple values, then the first value goes to the
first formal argument, and the star used with the second formal argument is to
accept all other values in it.
5.Keyword-variable length arguments:
a). The special syntax **kwargs in function definitions in python is used to pass a
keyworded, variable-length argument list.
 


	95. b). We use  the name kwargs with the double star. The reason is because the double star
allows us to pass through keyword arguments (and any number of them).
c). A keyword argument is where you provide a name to the variable as you pass it into the
function.
d). One can think of the kwargs as being a dictionary that maps each keyword to the value
that we pass alongside it. That is why when we iterate over the kwargs there doesn’t seem
to be any order in which they were printed out.
Ex-1: usage of **kwargs:
def f1(**x):
print(x)
print(type(x))
print(x.keys())
print(x.values())
for k, v in x.items():
print ("%s == %s" %(k, v))
f1(f ='ram', s ='laxman', t='sita')
Ex-2:
def employeeinfo(**data):
for i,j in data.items():
print('thevalue{} is {}'.format(i,j))
employeeinfo(name='ram',age=40,sal=56000) employeeinfo(name='venkat',age=67)
employeeinfo(name='siva',sal=99000)
Recursion Functions:
We know that in Python, a function can call other functions. It is even possible for the
function to call itself. These types of construct are termed as recursive functions. a). A
function that calls itself. It is called a recursion.
b). Every recursive function must have a base condition that stops the recursion or else
the function calls itself infinitely.
c). The base condition in the form of if-else statement.
Ex-1:
def wish():
print('good morning') wish()
 


	96. wish()
Note: the above  function calls itself .
Ex-2:
def wish(x):
if x<12:
print('good morning at time',x) wish(x+1)
else:
wish(6)
return
Ex-3: write a recursive function to find the factorial of a number
def calc_factorial(x):
"""This is a recursive function to find the factorial of an integer"""
if x == 1:
return 1
else:
num = 4
return x * calc_factorial(x-1)
print("The factorial of", num, "is", calc_factorial(num))
In the above example, calc_factorial() is a recursive functions as it calls itself.
When we call this function with a positive integer, it will recursively call itself by decreasing
the number.
Each function call multiples the number with the factorial of number 1 until the number is
equal to one. This recursive call can be explained in the following steps.
calc_factorial(4) # 1st call with 4 4 *
calc_factorial(3) # 2nd call with 3
4 * 3 * calc_factorial(2) # 3rd call with 2 4 * 3
* 2 * calc_factorial(1) # 4th call with 1
4 * 3 * 2 * 1 # return from 4th call as number=1
 


	97. 4 * 3  * 2 # return from 3rd call
4 * 6 # return from 2nd call
24 # return from 1st call
Our recursion ends when the number reduces to 1. This is called the base condition.
Advantages of recursion
1. Recursive functions make the code look clean and elegant.
2. A complex task can be broken down into simpler sub-problems using recursion.
3. Sequence generation is easier with recursion than using some nested iteration.
Disadvantages of recursion
1. Sometimes the logic behind recursion is hard to follow through.
2. Recursive calls are expensive (inefficient) as they take up a lot of memory and time.
3. Recursive functions are hard to debug.
Lambda Functions:
Anonymous functions,which are also called lambda functions because they are not
declared with the standard def keyword.
1. lambda functions are declared by using the lambda keyword.
2. labmda functions are also called anonymous functions or name less functions.
3. In Python, anonymous function is a function that is defined without a
name.
4. A lambda function can take any number of arguments , but can only one
statement(expression).
5. The syntax is :
lambda argumentslist: expression
Here,
lambda is a keyword
argumentslist is a list of arguments
expression is only one statement
Ex-1: write a lambda function find the addition of two numbers:
c=lambda x,y: x+y
 


	98. a=int(input('enter first number'))  b=int(input('entersecond
number'))
print('addition of two numbers=',c(a,b))
Ex-2: write a lambda function to find the cube of a given number:
cube= lambda x: x*x*x
a=int(input('enter any number'))
print('cube of a given number=',cube(a))
Ex-3: write a lambda function find the biggest of two numbers:
big= lambda x,y: x if x>y else y
a=int(input('enter first number')) b=int(input('enter second number'))
print('biggest of two numbers=',big(a,b))
Ex-4: write a lambda function to print given string
x="some kind of a useless lambda"
(lambda x : print(x))(x)
Ex-5: write a lambda function to print squres of numbers between 1 to 10
numbers
s= lambda n:n*n
for i in range(1,11):
print('The square of {} is:{}'.format(i,s(i)))
Uses of Lambda Function
1. We use lambda functions when we require a nameless function for a short period of
time.
2. In Python, we generally use it as an argument to a higher-order function (a function that
takes in other functions as arguments).
3. Lambda functions are used along with built-in functions like filter (), map () etc.
filter( ):
1. This function is used to select some particular elements from a sequence of
elements.
2. The sequence can be any iterator like lists, sets, tuples, etc.
3. The elements which will be selected is based on some pre-defined constraint. It
takes 2 parameters:
syntax: filter (function, sequence)
a). A function that defines the filtering constraint
 


	99. b). A sequence  (any iterator like lists, tuples, etc.)
Ex:
x = [10,2,8,7,5,4,3,11,0, 1]
fs = filter (lambda i: i > 4, x)
print(list(fs))
1. In the first statement, we define a list called sequences which contains some numbers.
2. Here, we declare a variable called filtered result, which will store the filtered values
returned by the filter() function.
3. A lambda function which runs on each element of the list and returns true if it is greater
than 4.
4. Print the result returned by the filter function.
map( ):
1. This map function is used to apply a particular operation to every element in a sequence.
2. A function that defines the op to perform on the elements One or more sequences
3. Like filter(), it also takes 2 parameters 4. syntax: map (function, sequence)
a). function is a lambda function
b). sequence may be list, tuple, set
Ex: To print the squares of numbers in a given List:
x= [10,2,8,7,5,4,3,11,0, 1]
fr = map (lambda i: i*i, x) print(list(fr))
Here, we define a list called sequences which contains some numbers.
We declare a variable called filtered result which will store the mapped values
A lambda function which runs on each element of the list and returns the square of that
number.
Print the result returned by the map function.
reduce():
The reduce function, like map (), is used to apply an operation to every element in a
sequence. However, it differs from the map in its working. These are the steps followed by
the reduce () function to compute an output:
Step 1) Perform the defined operation on the first 2 elements of the sequence.
Step 2) Save this result
 


	100. Step 3) Perform  the operation with the saved result and the next element in the sequence.
Step 4) Repeat until no more elements are left.
MODULES
1. In python, Module is nothing but a file.
2. A module contains variables, constants, functions, classes and objects.
3. python modules are 2 types:
a). Built-in modules
b). User-defined modules
a). Built-in modules:
These modules are coming from python software internally.
Ex: math, copy, os, platform, random,
keyword, datatime, date, time, calendar
tkinter, mysql,sqlite3
numpy, scipy, pandas, matplotlib, matrix,pillow
math module:
It is a built-in module. To perform mathematical operations:
Examples:
import math
print(math.pi
print(math.sqrt(25))
print(math.sqrt(100)
print(math.ceil(5.6)
print(math.floor(5.6)
print(math.factorial(5)
print(math.pow(4,3)
print(math.prod([1,2,3,4])
print(math.prod(range(1,11))
 


	101. math.pi - an  approximation of the ratio of the circumference to the diameter of a circle.
math.e - an approximation of the base of the natural logarithm.
math.ceil(x) - Returns the smallest integer greater than or equal to it, as a float.
math.fabs(x) - Returns the absolute value of x.
math.factorial(x) - Returns x factorial, which is 1 * 2 * 3 * ... *x.
math.floor(x) - Returns the greatest integer less than or equal to x as a float.
math.exp(x) - Returns exp vaue.
math.log(x) - Returns ln x.
math.log(x, base) - Returns log base x.
math.sqrt(x) - Returns the square root of x.
math.cos(x) - Returns the cosine of x radians.
math.sin(x) - Returns the sine of x radians.
math.tan(x) - Returns the tangent of x radians.
Keyword module:
It is a built-in module. It contains following functions.
kwlist: It displays the list of keywords.
iskeyword(): It is a function. the given argument is a keyword or not.
It returns either True/False.
If it is a keyword it returns True.otherwise it returns False.
Ex-1:Write a program to display all python keywords.
import keyword
print(keyword.kwlist )
Ex-2: Write a program to find given word is keyword or not.
import keyword
w=input('enter any word')
if keyword.iskeyword(w):
 




Download Now

AboutSupportTermsPrivacyCopyrightCookie PreferencesDo not sell or share my personal informationEverand
EnglishCurrent LanguageEnglish
Español
Portugues
Français
Deutsche




© 2024 SlideShare from Scribd 





